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(13)Our assignment was to deliver a tool to NISlab (Norwegian Information Security labo-
 ratory) , a whole package that could help them capture user data for use in biometric
 experiments. We have used an incremental system development model with iterations of
 two weeks. In our pre-project we defined goals for each week, with a total slack of one
 month at the end. We used the slack time solving unforeseen challenges and to improve
 the thesis report.


The audience of this report are those who are going to use or develop BeLT in the
 future, because this report serves as a complete documentation of what we have done
 and the theory behind it. Some interesting parts of the report is how to capture behavioral
 information in Windows, how to build a Windows Installer with WiX and how to securely
 implement a logging service.



1.1 Background


In this section we will discuss the background for this project and previous work related
 to it.


1.1.1 Project background


Soumik Mondal is working with an algorithm that can recognize unique patterns in how
 a user interacts with a computer. This algorithm is part of a research project where the
 goal is to continuously authenticate users based on their behavior and interaction with a
 computer. This work is part of Soumik Mondal’s PhD project for NISlab.


To create this algorithm it is necessary to analyse a large amount of information about
 multiple users regarding how they interact with their computers. This data includes key-
 presses, mouse interaction and software interaction. When a user performs a task on a
 computer there are multiple ways to do the same task – for example the user can use
 keyboard shortcuts instead of clicking on objects on the computer or vice versa. We need
 an application that can see the context in how the user acts. When the user does a mouse
 click for example, the program should capture what was clicked, where it belonged to
 and the effect of this action.


It is important that the information we gather reflects the natural behavior of the users
 because we want to differentiate them. If the gathering of data was done in a controlled
 environment with only one type of computers, the test users wouldn’t use the computers
 completely with their own preferences. There was a decision to make an application that
 could log behaviour directly from a personal computer, in the users natural habitat. This
 is the main reason why the BeLT is built for Windows, because most users use it. By doing
 this we are certain to obtain the most natural type of behavior.


Because the program runs on personal computers, there is a need for a transmission
service to gather the data and this has been an important aspect of our project. Finally,
we should ensure unobtrusiveness – BeLT should be easy to install and should not bother
then user when it’s running.
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There has been done substantial amount of previous work to capture mouse events[1, 2,
 3], in most cases this is used to identify user activity with the goal of enhancing the user
 experience. The previous papers are written with web applications in mind and focus on
 visualizing how someone interact with a web application.


Some interesting points in [2], is the way to analyse mouse events, and the theory of
 how to infer abstract information from concrete information. They have divided it into
 four groups:


Small and concrete: Information you can infer directly from looking at the data.


Small and abstract: Information you can deduce by looking at the logs. Like something
 you think the user did because of a series of events.


Large and concrete: Certain information about a group of events.


Large and abstract: General information about the user.


RUI[4] is a program written in C# for Windows and Carbon Framework for Mac OS
 X. The program only store keyboard interaction and mouse interaction. It does not store
 any interaction with software. One noteworthy piece of information is how much data
 they saw on mouse movements. With heavy use of the mouse, it could be around 22
 KB/m, but with continuous movements it could be as much as 156 KB/m.


AppMonitor[5] is an application that stores user interaction to find out how the user
 interacts with the computer. It uses Windows hooking to capture mouse and keyboard
 interaction and it uses Microsoft Active Accessibility to capture how the user interacts
 with software. AppMonitor only supports Adobe Reader 7 and Word 2003. This work
 is very similar to what we are trying to achieve and it has been a useful resource. The
 software was available by contacting the authors, but we didn’t take advantage of this
 opportunity, since we had a different approach to the problem and the article gave us a
 nice overview of their methodology and experiences. Some experiences they had, which
 we think is important to consider is; if the user could, in real-time, see what was logged,
 they felt that the program raised few or no privacy concerns. They also reduced privacy
 concerns by not logging any regular typing1.


USim[6] is an IDS (Intrusion Detection System), based on detecting anomalies in
 human behaviour when interacting with a computer. This tool is specifically targeted
 with graphical user interfaces in mind. It specifies several interesting aspects of how to
 analyse the data, and what type of information you can deduce from the data.


WIDAM[7] is a monitoring tool implemented with Java and JavaScript, intended to
 run in the browser. This tool is similar to our tool, in terms of goal, but it runs in the
 browser which is quite different from what we are trying to achieve.


Something that is missing from all these papers are a generic way to capture be-
 haviour information in Windows. Most only store mouse and keyboard interaction, App-
 Monitor, which stores software interaction, only supports two application. This report
 and our application will provide a way to gather information, both from input devices
 and from all software.


1Keyboard typing that can be used to reconstruct parts of or the whole text
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We study at the bachelor in information security programme at Gjøvik University College.


In this program we learn programming, operating systems, database theory and informa-
 tion security. The programme is similar to informatics and computer science bachelors,
 but it is more focused towards information security.


In our thesis project we applied almost every aspect of what we have learned – we
 have programmed an application, designed a database, worked with different operat-
 ing systems and also applied security specific theory. The users privacy, anonymity and
 integrity was important for us when we programmed BeLT.



1.2 Project objective

 Effect objective

It is expected that the finished program should accomplish the following:


• Ease the process of gathering behavioral information.


• Collect more behavioral information, both from more users and in a larger timeframe.


• Collect more accurate information and place it in the correct context so that analysis
 will be easier and more effective.


Result objective


The application shall be delivered by 15. May 2013 and should have the following func-
 tionality:


• Collect keyboard interaction.


• Collect mouse interaction.


• Collect software interaction.


• Send and store the information on a central server.


• Export the information to a sensible format


Our task is to create an application that collects information about how the user
 interacts with a computer. This information should be sent and stored at a central server.


Where it can be retrieved in an easy and understandable format.


Another part of our task is to investigate different methods of gathering information
 about how the user interacts with applications. The method used should be generic, in
 the sense that we should be able to gather information from unknown programs. This will
 also guarantee that we don’t need to update the program when a new version of other
 applications are released. If it’s not feasible to make a generic method, the application
 should at least capture information from the following programs:


• Microsoft Word, Excel and Outlook.


• One or more PDF-readers


• One or more web-browsers


• Skype


The application should be designed a way that this list can easily be extended later.


The task can be divided into six parts:



(16)Collect keyboard interaction: Here we first need to investigate what is the best way to
 capture this information. It is important that the times are stored with millisecond
 accuracy. The method used must be effective and compatible on most Windows
 platforms.


Collect mouse interaction: Here we have the same tasks as above, but we also have one
 additional challenge. Mouse movements generate large amounts of data. RUI[4]


which was mentioned earlier stores about 22 KB/min just in mouse movements,
 this data must be stored and sent across the network, a decrease in this value
 would be beneficial.


Collect interaction with software: We need to find a method to detect the changes that
 can happen in our software. Especially user actions that can be executed in different
 ways should be distinguishable by the logs. This method should be generic and
 work on all programs.


Store information: We first have to develop a format for storing the data. Then we need
 a solution to transmit and store this data on a central location. This solution must
 preserve confidentiality, integrity and anonymity in all phases.


Export information: We have to develop a useful format to present the data, this can
 for example be CSV or XML. The format should be human-readable, not in binary-
 format.


Risk analysis for use of application: We need to evaluate the possible risk by distribut-
 ing this to multiple users, where everyone connects to the same server. We should
 also present mitigating measure to handle this risk.


Another important area is the time granularity. When the user does something, the
 timestamp of that event need to be as accurate as possible, down to milliseconds ac-
 curacy. Clocks on computers are not made to be completely accurate and if you gather
 a value that is measured in milliseconds, it doesn’t necessarily mean that it is updated
 every millisecond. We also have to take into account differences between systems.


The project should also look into information security – threats and risks to the in-
 formation gathered and user confidentiality and anonymity. Legal obligations set by the
 Norwegian law should be identified and met.


Out of the project scope


• Analyse of the data captured


• Touchscreen support
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2.1 Functional requirements

 2.1.1 Data capturing

BeLT must capture when keys are pressed and released. It should also capture system
 and specific program hot-keys. In the windows operating system there are some system
 level hotkeys that invokes special system behaviour, such as the windows key or Alt+F4.


BeLT must be able to capture these with the exception of the Windows secure attention
 sequence.


BeLT must capture at minimum events in form of movement, button press, button
 release and interaction with the scroll wheel from the users mouse and touchpad.


Since Windows 8 is built for use with touch interfaces and touch gestures, the pro-
 gram must be programmed so that any future development to capture this interaction is
 possible.


The application must be able to distinguish between the different hardware(HW)
 components(HIDs, devices and screens) connected to the computer. It also must be able
 to capture when a change occurs on/with the HW.


Relative to mouse/keyboard capture the program should also capture what programs
 that are used, and what buttons/icons that is pressed inside the program. In addition the
 software should be able to log the CPU/RAM usage and any inserted/removed external
 peripheral equipment.


The system must at a minimum be able to store the captured data in a CSV file format
 depicted by the employer to meet his need for a file format.


BeLT must be able to correlate new events with past events and relate them to each
 other based on where in the application it occurred and what type of event has occurred.


The relations we must identify is described in section 5.4.2 and in table 10.


BeLT has to capture information about as many applications as possible using a gen-
 eral capture mechanism, but BeLT must be at the minimum able to capture information
 from the following applications without problems.


• Internet Explorer


• Mozilla Firefox


• Google Chrome


• Adobe PDF Reader


• Microsoft Excel


• Microsoft Word


• Microsoft Outlook


• Skype



2.2 Operational requirements

 2.2.1 Stability, accuracy and security

• To measure biometrics the accuracy of the logging is crucial. The program should log
 events with millisecond accuracy.


• The system must have the capability to detect lost packets in retrospect.


• Transmissions and communication between the client and server must be secured.


This is to ensure the integrity and confidentiality of the data is maintained during
transmission.
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• BeLT software should be signed with a code signing certificate issued by a valid cer-
 tificate authority.


• There should be implemented mitigative measures to hinder a third party to pose as
 another user by providing false input.


2.2.2 Runtime


• The program should run unobtrusive. By this we mean that the program should not
 ask for user input when BeLT is not actively being interacted with. When the program
 is not in active use it should reside in the system tray.


• BeLT should not crash/freeze at all during runtime in a way which may transmit or
 project sensitive information.


• During transmission the loss of logged events can’t be greater than 1% of the total
 amount of captured events.


• The system must handle several users, but it will be limited by physical networking
 capabilities and server capabilities. There should be an estimation of the total amount
 of users that the system are able to handle at the same time.


• The users must be anonymous and their ID must be persistent across sessions



2.3 Graphical design requirements


• Upon start BeLT should be hidden from the user and only be displayed through the
 icon in the system tray. BeLTs GUI interface should by default not display any events.


• The user should be able to filter what data to show in the display field within the GUI
 through BeLT.


• The user should be able to hide BeLT by clicking the minimize button and through
 the menu bar.


• The logging controls for BeLT that should be implemented are ”start”, ”stop”, ”pause”


and ”resume”.


• BeLT must have a menu bar in the main window that holds items with the same
 functions as the buttons in BeLT, in addition an ”exit” item, an ”About BeLT” item and
 an item for the filter settings dialog.


• There should be a display field that shows the captured events in real time, based on
 filters settings set by the user.


• BeLT must incorporate an icon in the system tray area. This icon must display the
 current state of BeLT, are able to restore the window and control BeLT.


• The GUI should display some statistics about the users current session. It should
display statistics about the total number of mouse clicks and keyboard presses.
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2.4 External requirements

 2.4.1 Legal requirements

The Norwegian law on privacy(Personoplysningsloven)[8] sets restrictions on many as-
 pects when it comes to information gathering and processing. Even, though many of
 these don’t directly apply to our project it is necessary for us to be aware and work within
 the confinements of the law, which can is represented by the following legal paragraphs.


• According to §33 is no consensus from Datatilsynet (The Norwegian Data Protection
 Authority) required to be granted if the data is voluntarily submitted to the collectors.


This is achieved by users accepting an EULA(End User Licence Agreement).


• §8 describes the ”Terms for processing personal information”. We are allowed to
 gather the information based on it being voluntarily provided by the registered.


”Personopplysninger kan bare behandles dersom den registrerte har samtykket, eller...”


”Personal information can only be processed if the registered has voluntarily agreed to it, or...”


• §9 states one can gather this information if it complies with §8 in addition to one of
 the elements in §9. We fall under §9 item a:


”a) den registrerte samtykker i behandlingen”


”a) the registered accepts the processing of sensitive personal information”


• §13, ”Information security”, states that one have to assure that there’s been taken ade-
 quate mitigative measures to handle information security in terms of CIA(Confidentiality
 Integrity and Availability). This has to be documented and provided to the respected
 authority, the Norwegian Data Protection Authority[9](Datatilsynet).


2.4.2 Ethical Requirements
 General ethical guidelines


• All attendants must be informed of BeLTs purpose and terms of use. They must also
 accept BeLTs EULA before being allowed to use the application


• BeLT should be transparent when it comes to what it is collecting of information and
never hide what it is doing.
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3.1 Application


3.1.1 Software Interaction


UIA (User Interface Automation) is Microsoft’s API (Application Programming Interface)
 to retrieve and send information to application. It is often used to automate tasks involv-
 ing the GUI (Graphical User Interface). It is also used to provide accessible interfaces to
 people with disabilities. It is supported on Windows XP SP3 and newer[10].


UIA[11] is the technology that has replaced MSAA (Microsoft Active Accessibility).


UIA provides some backward compatibility with MSAA and tries to eliminate the limi-
 tation in MSAA. The design and goal of both technologies are the same, provide infor-
 mation about the interface to the user and provide an opportunity to interact with the
 provider application1.


The UI (User Interface) elements are organized as a hierarchical tree, called the UIA
 tree. childs and parent of the three are based on processes, the root element is the desk-
 top, its childs are usually applications, their descendants are UI elements in the applica-
 tion, like a textbox, button and so on. Here we can gather names, contents and several
 other useful bits of information. Another important part of our tool is the ability to sub-
 scribe for events, here we have the ability to be notified whenever a button is pressed for
 example[12].


When registering for events, there are four different categories[13]:


Focus change Event is raised whenever the user changes which element2is in focus.


Property change This event is raised when the property of an element in the tree, or the
 tree itself changes. Some examples are changing the text on a button or elements
 in the three are rearranged. This happens indirectly because of something the user
 did, but on small user action can generate a lot of property changes, this makes it
 hard to correlate with the user action.


Structure change This event is raised whenever a change happened in the tree struc-
 ture. This can be new button, new menu, close menu, anything that changes the
 UI.


Other Events This is a large category and can mean many different events, some impor-
 tant events are, button press, menu interaction, changes in edit fields and notifica-
 tion when new programs are started.


Notification without change


There are some events that may be raised even if the interface has not changed[14], see
 the list below:


1Applications that expose their interface are called providers, while application that retrieve and send infor-
 mation to the provider are called clients


2An element can be anything the user can see.
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• UIA_SelectionItem_ElementSelectedEventId


• UIA_Selection_InvalidatedEventId


• UIA_Text_TextChangedEventId


This is not a big problem for us, but it is important to keep in mind that, even if we
 log an event, it isn’t necessarily because of something the user did. We one register for
 the last event, so the remaining should not cause any problems.


3.1.2 Keyboard and mouse interaction
 From Microsoft’s documentation[15]:


A hook is a point in the system message-handling mechanism where an application can
 install a subroutine to monitor the message traffic in the system and process certain
 types of messages before they reach the target window procedure.


There are many types of messages we can intercept, but we are especially interested
 in key presses and mouse actions.


Both mouse events and key events are divided into two categories, high level and
 low level. High level is useful to understand how Windows interpret the message. For
 example in high level we will receive a notification if there is a double click, while in low
 level we only get two fast clicks, but don’t know whether it is a double click or not.



Information gathered with different Windows hooks


Information High level


key Low level


key Low level


mouses High level
 mouse


Timestamp N/A X X N/A


Press up / down X X X X


Scancode X X N/R N/R


Virtual key code X X N/R N/R


Context code X X N/R N/R


Transition state X N/A N/R N/R


Extended key X N/A N/R N/R


Injected X X X X


Number of key presses X N/A N/R N/R


Previous key state X N/A N/R N/R


x, y coordinates N/R N/R X X


Wheel N/R N/R X X


Handle to window N/A N/A N/A X


N/A - Not available, N/R - Not relevant, X - included
 Table 1: List of events retrieved from Windows hooking


Table 1[16, 17, 18, 19] shows what kind of information we can get from various
 hooks, divided into low level key and mouse hooks and high level key and mouse hooks.


X means available, N/A means not available, and N/R, means not relevant. Since mouse
and key events generate different data, not all information is relevant to both. This ta-
ble is meant as a reference for what interesting information we can get using different
methods, it’s not complete.
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 crucial for the application, using low level hooks, makes this much easier. See section
 6.1.3 for a discussion about time granularity.


Below is a description of each term:


Timestamp: Number of milliseconds since the system was started up.


Press up / down: Key pressed / released, or mouse button pressed / released.


Scancode: Value that says which key was pressed on the keyboard.


Virtual key code: Identifier that Windows uses for identifying keyboard buttons.


Context code: Says whether or not the Alt key is held down.


Transition state: Says whether the key was pressed or released.


Extended key: Says whether it is a function or regular key.


Injected: Says whether the key was computer generated or generated by a human.


Number of keypresses: If the key is held down, this will say how many is sent to the
 OS.


Previous key state: States whether the key is up or down when the message is received.


x, y coordinates: Current placement on the screen.


Wheel: Information related to the mouse wheel.


Handle to window: Handle to the window that received the event.


When we use low level key or mouse hooks we need to process the message fast
 enough, otherwise our hook will be removed on Windows 7 and later[17, 18]. How many
 milliseconds we have to process the message is given inHKEY_CURRENT_USER\Control
 Panel\Desktop. On systems earlier than Windows 7, the message is just passed to the next
 hook.


3.1.3 Windows Certification Programme


Microsoft has a program for certifying applications and programs, when an application is
 certified it is a proof of that it is stable, secure and that it meets the coding standards of
 Microsoft. To see the entire document with requirements we refer to Microsoft’s webpage
 [20] and to our similar checklist that you can find in Appendix C.


The highlights of this document is that the application should:


• Install and uninstall completely to and from the computer


• Respond to system messages in terms of restarts, system interaction


• Have a valid code signature


• The program should be able to distinguish users


• Be compiled with compiler security settings
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In the Windows Software Development Kit (SDK) [21] there is a tool called "Windows
 app certification kit" [22] that analyses application briefly to see if it meets the minimum
 requirements of the windows certification programme. To accomplish the analysis the
 tool needs user interaction to install/uninstall the application. Under the analysis the
 tool observers and analyses the process and behavior of the application being tested.


3.1.4 Package management
 Windows installer


Windows Installer is the native installation and configuration service for the Windows
 operating system. The Windows Installer is a relational database that contains all the
 information relevant for an installation – where the most relevant information is:


• Program files and where they should be installed


• Registry entries, the WI can edit the Windows Registry


• Shortcuts


• Merge modules, some programs may rely on DLLs providing special functionality.


Merge modules is a DLL package that is compatible with different versions of the
 Windows operating system


The extension format for the installer is .msi, this naming convention applies to all ver-
 sions of Windows. [23] [24] [25]. Orca is a tool [26] developed by Microsoft to edit and
 view MSI-files, by using Orca it is possible to understand and test more specific parts of
 the Windows Installer if that is needed.


To create a Windows Installer we used the WiX Toolset (Windows Installer XML), WiX
 is described in the WiX section of our manual in appendix A.


Windows installer patch


A Windows Installer Patch is a package that contains the transformation between two
 program versions. The extension format for a Windows Installer patch is .msp. The ad-
 vantage of patching is that these files are smaller than the Windows Installer files, be-
 cause they just contain the bits that are changed in a product. A clear disadvantage is that
 patches only can change existing files and cannot introduce new files to the installation.


To introduce new files and other features you need an upgrade package (a Windows In-
 staller package that removes previous versions and installs a new version from scratch).


Certificates


Digital certificates today often use RSA signatures. The owner of a certificate uses the
 information inside the certificate to create a unique hash that is sent with the signed file.


The signature makes it possible for the receiver to verify that the sender is who he says
 he is. As long as the certificate is keep secure, the user can be assured he knows who
 created the installer package. [27].


3.1.5 Remote logging


One part of the task is to send the logs to a central server. There was really only one
requirement, it had to be encrypted. A secondary requirement, implied by other require-
ments, is that it has to be relatively fast. This leaves us with a lot of different possibilities,
the simplest might be to send complete files over the network. This will give us small
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 also provides little functionality, since all the data is either in our own format, or in no
 format. To avoid having to design the format ourselves we used a standard protocol for
 the transfer, RFC 5424 (Syslog).


Log transport


RFC (Request For Comments) 5424[28] is the new standard for logging, as of March
 2009, it obsoletes RFC 3164[29], which is the BSD (Berkeley Software Distribution)
 Syslog protocol.


The format for the data is (space inserted for clarity): <PRI>VERSION SP TIMES-
 TAMP HOSTNAME SP APP-NAME SP PROCID SP MSGID [SP SD-ID + (STRUCTURED-
 DATA*)] [SP MSG]. Each field means the following:


PRI The priority value of the message, can be used set higher priority on some type of
 messages. This value should be between 0 and 191.


VERSION The version number of the protocol, we use version 1, which is the only ver-
 sion.


TIMESTAMP Date and time of the message, there are several options for accuracy here,
 but we include milliseconds, as required. The format is:YYYY-MM-DDTHH:MM:mmmmZ,
 where T is a separator between date and time and Z marks the end of the times-
 tamp.


HOSTNAME This is usually an IP-address, Fully Qualified Domain Name (FQDN), or
 hostname. This is not useful for us, so we use this field for unique ID which we
 generate ourselves.


APP-NAME The name of the application that caused the message. This is only filled if it
 is a software event, otherwise it is empty.


PROCID Should be the process ID of APP-NAME. Is empty unless it is a software event.


MSGID An ID to identify the message. We use this for session and event counter.


SD-ID This is an just an identifier for the structured data. If we create the ID ourselves,
 it must contain ”@” somewhere inside the text.


STRUCTURED-DATA Here we can place data in structured format, each field has the fol-
 lowing format:data=”qwerty”. The data field should be in seven bit ASCII, while
 the information in quotes should be UTF-8. We can have several of these fields in
 one message. Using this to send data, gives us more opportunities on the server,
 when it comes to parsing and storing the data in a readable format. In other words,
 we are placing the data in context, so any application can read the fields and un-
 derstand the data, this also conforms to CEE (Common Event Expression)[30] re-
 quirements for log transport.


MSG The format is UTF-8 or ASCII. Here we can write whatever message we want. If
 the format is UTF-8, we must start the message with \XEE\XBB\XBF.


SP Space (0x32)
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<191>1 2013-05-15T21:22:23.01234Z belt 12 B [b@1 log="start"] Started logging
 Transport Layer Security


TLS (Transport Layer Security)[31] is a way to provide confidentiality and integrity to
 data transmitted over an insecure network. We use version 1.1, even though version
 1.2[32] is the newest version. The reason for this is that 1.2 is not supported in the
 libraries we use.


The protocol can be divided into two layers, one is the handshake protocol and the
 other is the record protocol. The handshake protocol is based on three properties:


1. Each peer can be authenticated.


2. Secure negotiation of a shared secret.


3. The negotiation cannot be altered without detection.


The record protocol serves as encapsulation of higher level protocols, it has the fol-
 lowing properties:


1. The connection is private, where the symmetric keys are generated uniquely each
 time.


2. The connection is reliable, the message must include an integrity check.



3.2 Development

 3.2.1 Documentation

For all projects documentation is absolute necessary for those involved. We have divided


’those involved’ into three groups:


Developers For developers it is very important to have an in-depth understanding of
 the application. Proper documentation will help them a long way acheiving this.


With documentation they can later refer to how the different entities of the appli-
 cation works and operates in conjunction with eachother. The documentation for
 the developer has to be easily maintained, scalable and easy to understand. For
 software development – call graphs, information and comments about variables,
 classes, objects and functions is invaluable information.


Users For the end user the information in the documentation should be superficial and
 only tell about the end-user application of the system. telling how to use the appli-
 cation.


Administrators need documentation that provides information about how the entire
 system and is configured, communicates and works in an overall scenario. The
 documentation should show all necessary information needed for the administra-
 tor to maintain the daily operation of the system, configure it and also enough
 information to identify/mitigate any errors that may occur.


The reason for documenting the source code is both for the current development
process and for any future development of the system. Without any documentation about
the system no one will be able to understand it in an efficient and pleasant way.
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 the document. In Microsoft Visual Studio it is possible to comment in XML[33]. There is
 also a tool called Doxygen[34] that use certain keywords to index and gather comments
 in a document, this is one of many open source tools.


3.2.2 Continuous Integration


CI(Continuous Integration) is the process of having a project where all participants add
 their local edits to the a common storage repository as soon as they’re made. The common
 storage repository is usually a version control system like Subversion or Git that provides
 version control so the edits can be rolled back if needed.


This process results in a project where all participants have the latest version of the
 project available at all times. Combining this centralized storage environment with a
 build system provides the possibility to add automated validation checks on new edits
 that a participant want to add. This could involve running a series of tests on the applica-
 tion, performing a build of the project or another validation check that is necessary. The
 result of this check can then be used to decide how to handle the new change. The build
 system may then discard it, allow it, return an error, alert a dedicated person, upload it
 to a bugtracker, or whatever the build system is configured to do.


The main difference between a version control system and a version control system
 with continuous integration is small but very significant. A continuous integration system
 should always contain a running version of the project in the repository. This is because
 of the build system that will validate each new change to the project before adding it to
 the repository.


A very big positive mark for CI is that the build system running in the background can
 be used in many ways. One of them is to use it to show the current state of the application
 and the result of the tests. This will be able to help with project management, since it
 provides feedback on the process and current progress.


Though this is a very good system there is also a drawback, but this is questionable.


The drawback is that a CI system could potentially fail a participants check-in if it is not
 compatible with the code that’s already been added. Even if the error is in another part
 of the system. The big advantage on the other hand is that the system should always be
 in a runnable condition when grabbing it from the the repository. Though it could be
 errors in the repository if the build system allows the change.


3.2.3 Code analysis


Code analysis is the task of going through a systems source code in search of errors,
 security flaws, design flaws and other errors/flaws that may exists within a system. There
 are two main methods of doing this, first is code review, second is static analysis. These
 methods have each their own drawbacks and advantages over the other, but both should
 be used in every system development project where coding is involved. This will ensure
 that the system is more secure, more reliable, has fewer code bugs, and has fewer design
 flaws.


Advantages


Manual Code reviewis the task of manually examining a system’s source code in order
to discover security bugs, design flaws, coding errors and reliability issues. The task of
doing this is complicated and very much error prone when doing it without a systematic
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 before starting the code review, since the risk analysis will depict in which parts of the
 system is most critical to review. Another great advantage of doing code review is the
 possibility to find logical flaws in the system, which automated tools are mostly unable
 to do.


Static analysiswas created since manual code review is a tedious and expensive task to
 perform, one has developed automated tools to analyse the source code for errors. This
 way of analysing the source code is great significantly reduces the problems that manual
 code review has. First of all it reduces the time and labor cost of having an employee
 manually going over the code looking for errors. In addition it makes the development
 process handle software security issues in a much better capacity, since problems that
 would otherwise go unnoticed will now be discovered.


Neither manual code review nor static analysis will do a perfect review of the system,
 even together, but it’s necessary to implement both methods in a development process
 because it will result in a better end product and less refactoring after the end product is
 delivered.


Disadvantages


Manual code reviewis extremely time consuming and very expensive to perform in a
 project. Therefore it should only be done in the key stages of the development process,
 and only when using a risk analysis based approach to decide what to review.


The biggest drawback in this case is the person doing the review. Code review relies
 entirely on the skills of the person performing the task, since its a manual task. This is
 also somewhat true for static analysis, but it refers to the one that has to filter through
 the false positives.


Static analysis’ biggest drawback is that it is mostly unable to discover logical errors. I.e.


IF(F>= SMAX) would be hard for a static analysis application to detect that it instead of


”>=” should have been ”==”. Even though it is possible to discover some logical errors,
 it is very limited.


Another problem static analysis brings up is the amount of false-positives it yields.


This is a big consideration since there may be reported several hundred errors in a an
 application, but only a fraction of these may be actual errors that cause poses a risk or
 vulnerability.


The last problem is the ability to correlate the findings within each part of the system
 to an overall state of the system to analyze communication between the modules. Some
 tools are able to do this, but this is limited.


3.2.4 Bug Tracking


For all development projects where one have one or more testers, it is a great benefit
 to use a bug tracking system instead of emails, because emails causes a decentralized
 environment.


Bug tracking is in its simplicity a system where product testers can submit the errors
they have found in a product. Bugtracking software is very useful for keeping a record of
how much time that is used for fixing bugs, keeping a record of what needs to be done
and also a record of future work. Bug tracking are often available to everybody so that
everyone can get a current picture of the development.
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4.1 Architectural design


For our architectural design we were set on having a client server architecture from
 the start because of our projects description. Our project description required that we
 developed a system where a client based application first ran and stored all data locally to
 correctly formatted files. Then we would expand this solution to incorporate a centralized
 storage system which only our employers would have access to.


Since our application is a client based application which incorporates gathering data
 on the local computer meant our final client server architecture was going to be a thick
 client which controlled everything, and a server that received and stored the data.


Our application is forced keep the functionality on the local computer since it utilizes
 functionality that derived from the client. The server is a thin client which performs data
 storage and data management. The only part of our application that is not on the client is
 the update service which is partially placed on the server where it keeps the information
 about our current releases and previous versions updated and available for the client.


Within the client server relationship model from Gartner Group we can see that our
 system utilizes a very client-centric architecture. BeLT is placed in the ”Distributed Data
 Management” relation where the server handles data management and the client handles
 all of the functionality, logic and presentation. BeLTs server will manage storage and
 management of the stored data by converting data between formats. The client will
 collect all the information, present an interface and data to the user along with storing,
 formatting and correlating events. Because of this is the data management distributed
 onto both the client and the server. The servers data management process is to receive
 the data and store it securely on a centralized platform. Here we store the files generated
 by Syslog-NG into a directory belonging to the client that sent the data. Later on we have
 a scheduled task that performs an import of the stored data to the database on the server.



4.2 Implementation view


For our development we used a virtual machine running Ubuntu 12.04 server distri-
 bution. Because of GUCs network topology we had some problems when creating our
 log server and update server. This is because GUCs(Gjøvik University College) network
 topology were blocking standard port numbers, which forced us to use non-standard
 ports when implementing our server.


Though this was no problem for most of our services it caused a problem for our
 Bugzilla bugtracking system. Because of this wouldn’t sendmail work, to fix this we im-
 plemented a perl module that enabled us to use Gmail and a Gmail account to send/re-
 ceive mail instead. During our entire development process we used the same virtual
 machine for our update server and our logging server, but in future implementations it
 should be implemented as two separate hosts to avoid any performance issues.


Since we are collecting and transmitting highly personal and sensitive information
across public and insecure networks we had to implement countermeasures to ensure
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 own server certificates which is trusted by TERENA. With these certificates, based on a
 2048b key, we implemented TLS encryption on all traffic between our server and the
 clients. We also implemented encryption between the update server and the users using
 the HTTPS protocol.


The data transmitted between the client to the log server is a TLS encrypted data
 packet. Inside this packet we have formatted our data according to the Syslog protocol
 in RFC5424. This way it can safely traverse the Internet without the data being read
 by a third party. This communication channel is mainly a one way communication line,
 from the user to the logging server. The only communication transmitted back to the user
 is standard TCP and TLS communication to maintain the connection. When the server
 receives the communication from the client it performs the stages as explained in section
 4.2.3.


Figure 1: Implementation scheme of system architecture


4.2.1 Client application


The client application builds on several aspects and functionality. We are capturing mouse
 and keyboard interaction by using a Windows hooking functionality. To capture software
 events we are using the functionality that resides within UI Automation, see 5.1.1.


Because we want the user to be able to control BeLT we have given our GUI(Graphical
 User Interface) the ability to control the application. The GUI will start, stop, pause and
 resume the logging functionality and process the data according to its settings configura-
 tion. As a part of our application we have implemented TLS encryption on our communi-
 cation between the client and server. To add this functionality we have use the OpenSSL
 API to create, initiate and maintain our connection to the server.


During our development process we created a start-up sequence of BeLT which would
 access a file on our update server which would tell what the newest version number is.


Based on the retrieved information BeLT would either download and update itself or
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 but since our project won’t be regularly maintained after our projects final release, the
 update functionality will be disabled.


4.2.2 Update server


For BeLT to update itself, it has to communicate with a server that maintains information
 about which releases that has occurred in the past and what the current version is. Our
 update server maintains two separate lists, first is the file containing the version number
 for the latest release. The second is a list over all patches that has occurred.


BeLT first reads the current version number from the list, then checks to see if its
 own version number matches. If it matches BeLT will continue as normal, but if it has a
 version lower that the latest version BeLT will continue by reading the second file. This
 list contains the patch history which means that it will have to read the file until it finds
 the version it is currently on. When this happens it will download, either the 32-bit or 64-
 bit executable and execute the installer, thus initiating the installation process without
 any user interaction. During this update the user should not be bothered and it should
 happen with as little interaction as possible.


To manage access to these files our server runs a Apache2 webserver where we’ve
 added these two files in the root of the belt servers web area.


4.2.3 Logging server


Our logging server is a standard Ubuntu server running Apache2 as the webserver,
 MySQL as the database service and Syslog-NG for our logging service, see figure 3 for
 the logical view of the server.


First and foremost it runs the Syslog-NG server that receives and stores the data from
 the client application. The server receives the encrypted data packets from the clients and
 decrypts it using the issued certificates. Then Syslog-NG creates a new file or appends the
 data to an existing file using the predefined file format in the Syslog-NG configuration
 file.


Then it in addition to the Syslog-NG service it runs a scheduled Cron task which
 executes our Data import script which inserts data to the MySQL database at specific
 times. Then it also contains the data export script that export data into a CSV formatted
 file for our employer. The logical view of the server is explained in in section 4.3.2.



4.3 Logical view

 4.3.1 Client

Figure 2 shows a logical view of the client, the yellow boxes indicate components and
 arrows indicate information flow.


As you can see from the figure, information flows mostly in one direction, thegraph-
ical user interface sends events to data capturing andupdate service. The update
service runs by itself and update if needed. The data capturing part runs by itself and
sends any data it collects to data processing. Data processing can send data back to
the user interface and to the transmissioncomponent. The transmission component is
responsible for sending all the logs to a central server.
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 Graphical User Interface


This is the view presented to the user. The program is supposed to run in the background,
 with very little user interaction, so the design is very simple. We have configured some
 simple option that can be set by the user, but this is not necessary, it is only there so the
 user can see what is going on. The user also has the option of storing data locally before
 sending it through the server. The user can then decide if the data can be sent to the
 server or, if it should be deleted or if certain timeframes should be excluded.


The GUI consist of six sub-components:


System tray: This is meant as the real display for the user. The user shouldn’t have to see
 anything more than this icon, unless the user want to. This icon will change colors
 when the application is stopped, started, paused or have detected a password field.


Window view: This dialog is hidden by default, but the user can display it to show what
 is going on.


BeLT settings: Main settings are what kind of storage to have, can be one of three op-
tions, local CSV files, local network files that can later be sent to server, and send
concurrently to the server.
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 what to display. Nothing is displayed by default.


Send local file to server: We keep track of all network files that has been stored locally.


In this dialog, the user has the option to delete these files and send them to the
 server, optionally filter out certain timeframes.


About BeLT: This dialog provides some minor information about BeLT. It states some
 information about BeLTs purpose and functionality and a required text to comply
 with our use of OpenSSL.


Both the system tray and the main dialog serves as entry point to the main function-
 ality, like start, stop, pause and resume.


Data capturing


This is where we collect all the necessary data. It runs on six separate threads, but can
 be divided into four logical components:


Keyboard interaction We use a Windows hook to gather information about how the
 user uses the keyboard. See table 8 for information about what type of information
 we store.


Mouse interaction We use a Windows hook to gather information about how the user
 interact with the mouse. We have also implemented mouse compression in this
 part, for a full discussion on the mouse compression, see 5.4.1. For a full overview
 over what type of information we store, see table 6.


Software interaction This is where we try to find out what happened when the user
 pressed a key, moved the mouse, or something similar. We monitor all the appli-
 cations for certain type of events. Whenever we receive an event we send it to
 processing. See table 7 for a full overview of what we capture.


Hardware Here we gather some basic information about hardware that helps put the
 remaining data in context, like screen size, mouse hardware, keyboard type. We
 also gather average CPU and RAM usage. See table 9 for a full overview of what
 we store.


Every single event has a timestamp attached to it, but the hardware and software
 timestamp are generated by us, and we have not taken any precautions to make them ac-
 curate. The timestamps in mouse and key events are given to us in the Windows function
 and should have millisecond accuracy. See 6.1.3 for a full discussion on time granularity.


Data processing


Every single event that is registered is immediately sent to the data processing module.


The tasks for this module is to relate events, filter out unnecessary data and format the
 data according to the format of the Syslog protocol.


The data processing module will when receiving events filter out unnecessary events.


This is because certain software events can generate several, equal events which we will
 receive.


All mouse and keyboard events can be seen as input from the user and software events
can be seen as a consequence of that input. For later analysis it can be useful to know



(34)which events is connected with another events. Inside the data processing module we try
 to find out how these events relate to each other. For a full discussion on how we do this,
 see 5.4.2.


The data processing module receives all its data as a structure containing event spe-
 cific information. The data processing module is then responsible for correctly format
 the data as described by the Syslog protocol(RFC5424). Because of this the data pro-
 cessing module has to ensure that the formatted data is valid and understandable by the
 receiving Syslog-NG server.


When the data processing module has finished processing an event, it is added to
 our list in memory. When that list has reached a predetermined value1, we create a
 new thread and send them all to the the transmission module. Each event is still sent
 separately, but we are gathering all of the events stored in memory to avoid a delay, on
 each event


Transmission


This module has the responsibility to set up an encrypted session between the client and
 the server and send all the data to the server.


If we are unable to connect to the server, or we are unable to send an event, we will
 keep it in memory. When we have reached a certain number of events, and we still have
 not gotten a connection with the server, we will store those events to file, so they can be
 sent the next time BeLT is started.


Update service


This module has the responsibility to make sure that the user is always running the
 newest version of the application. It checks against the server if this is the newest version,
 if not it downloads the new version and installs it. The update server is just a web server
 with a CSV file with enough information so we can check if we have the newest version
 and download new version if we need to. Since the application will not be in active
 development when we finish the project, this part will be disabled.


4.3.2 Server


Figure 3: Logical view of the server application


1In our implementation it was 500 events



(35)Figure 3 shows the logical view of the server application. It can roughly be divided
 into three parts,Syslog-NG,Data ImportandData Export.


Syslog-NG


We use an already existing product to receive, decrypt, parse and store the information
 within the events we receive from the client. Our task in this is to find a productive way
 to format, structure and store the data. This is to make it possible for our employer to
 retrieve the stored information and perform the tasks he needs to perform.


To achieve this the stored data should be understandable the way it is stored, it should
 have low overhead and a satisfactory low storage size. Because Syslog-NG implements
 the Syslog protocol means we have to abide to their protocol format. This means that all
 of our traffic has to follow their specific, and more or less fixed format. As a result we are
 unable to retrieve our information correctly formatted directly from Syslog-NG which is
 why we have implemented additional methods for processing the stored files to generate
 our own correct file formats.


We are able to store the information received from clients to both CSV and XML
 formatted files with Syslog-NG itself. The XML formatted files are used as input to the
 data export method when importing data into the database using a scheduled task that
 imports the data into a database. The CSV formatted files on the other hand is stored
 and then parsed using a second export script that reads its information and converts all
 of the events timestamps to a integer value displaying the amount of milliseconds since
 the start of the users session.


Data Import


Because we wanted different formats we also had to be able to convert the formats into
 the format used by our employer. One of the formats we wanted to use since the dataset
 will become very large and may become slow to when performing searches. Since a
 database is a very fast method of accessing specific data within a large set we decided to
 implement this feature for future use, even though it wasn’t a requirement.


To import data it is necessary to store the data as XML. Because of this have we made
 the import script perform two tasks dependant on what the user wants.


1. Transform Syslog-NG XML into well formed XML with UTF-8 encoding(See next sec-
 tion).


2. Take the well formed XML and insert it into an indexed database.


By importing the data to the database are we making it easier to create and manage
 a large data set. This will make it a lot easier to perform statistical information gath-
 ering and correlation, i.e find out what a users most typed button is or his most used
 application.


More information about the script is described in the ”Database” section of our system
 manual, Appendix A.


Data Export


We have created three scripts that export and converts the stored data into a more us-
able format than it’s original. Our first script transforms data from the CSV-format stored
by Syslog-NG into a CSV-formatted file. This is because the files generated by Syslog-
NG contains timestamp values in the format ”2013-05-15T12:00:00.0123+00:00”. The
timestamps has to be changed to a numerical value that represents the time in millisec-
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