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Abstract 


This thesis presents a framework for generating clients to computer systems that are based 
 on COMDEF.  COMDEF was an early attempt at Modeling Based Development. While 
 working on this thesis, the development of COMDEF has stopped. However, there are 
 many new initiatives that provide similar frameworks, such as MDA from OMG and DSL 
 from Microsoft.  


The framework presented in this thesis is called Multidev and is a model-based framework 
 for developing multi platform clients in a distributed environment. The distributed 


environment in this context is systems that are developed with COMDEF. Multidev tries 
 to utilize the information in the COMDEF UML model of a system to generate as much of 
 the client as possible, with as little intervention by the developer as possible. The Multidev 
 framework includes a high level tool with a graphical modeling environment for user 
 interfaces that lift the abstraction level from implementation to modeling of the user 
 interfaces. 


Multidev was developed as an add-on to the COMDEF framework, but the focus of the 
Multidev framework is independent of the actual framework used.  Therefore, with the 
experience from COMDEF as a base, it should be possible to transfer the Multidev 
framework to similar frameworks, such as the OMG MDA and/or DSL from Microsoft. 
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Chapter 1 



Introduction 


This chapter introduces the problem area and the motivation of the thesis. Background 
 information and the context in which this thesis is written are presented. At the end of the 
 chapter an overview of how the thesis structure is offered. 



1.1 Background 


Building user interfaces is time consuming and hence costly. In a paper presented by Myers 
 and Rosson [Myers, 1992] a survey concludes that nearly 50 % of source code lines and 
 development time is related to user interface building.  This suggests that there should be 
 possible to reduce the over all development time by finding ways to automate the process of 
 generating user interfaces. 


Today almost every computer is hooked up to some kind of network. At the time of writing 
 this thesis an estimated 1.1 billion users have access to the Internet [World stats, 2006].  


The impact of network technology has changed the computer industry from focus on single 
 user applications running on one machine to multi user and multi platform systems.  


Because of this change, new technologies have been developed to utilize the distributed 
 environment that the waste usage of networks offers. This introduces new challenges for the 
 developers of distributed systems. New frameworks and methodologies have submerged to 
 meet these challenges.  However, even if the setting has changed, some properties are still 
 as important as ever, such as low over all cost of software development. As stated, the user 
 interface is a big part of the over all system development process.  This leads to the goal of 
 this thesis which is to present a framework that helps reduce the time of developing clients 
 to distributed information systems, which includes the client application and the user 
 interfaces, and at the same time pay respect to the properties all ready set by the developing 
 environment for a distributed computer system. 


1.1.1  Research in graphical user interfaces 


There has been extensive research in the field of graphical user interfaces. This research has 
 been done from different viewpoints, which can be divided into four different areas 


[Machiraju, 1996]. The first deals with the study of interfaces themselves, their properties 
 and the design options that can be adopted when developing user interfaces. The second 
 area exploits the different methods for designing tools to develop efficient user interfaces. 


The third area looks into the different interactions techniques in user interfaces, such as 
 input devices and other hardware devices.  The last identified area in user interface research 
 tries to analyze existing user interfaces and tools that can aid this analysis. All of these areas 
 do intervene but this thesis will reside in the second identified area that investigates the 
 development of tools to develop user interfaces.  


 There are many tools developed that aid in the task of developing user interfaces, many 
with different viewpoints.  These tools range from semi-automatic to automatic generation 
of user interfaces.  They also differ in which user group they target in regards to how skilled 
the user needs to be in software development.  The following sub chapters will present 
different categories of tools and technologies in this field of research divided into low level- 
and high-level tools.  The separation between low- and high-level is done by the abstraction 



(14)by the developer. The purpose of the presentation is to place the framework presented in 
 this thesis on the map of user interface research.  


1.1.1.1  Low level tools 


Windowing systems such as Microsoft Windows and Macintosh can be viewed as user 
 interface tools because they provide procedures (API) that applications can use to draw 
 themselves on the screen. On top of the windowing systems, we find toolkits. A toolkit is a 
 library of “widgets” that can be called by the application program. A widget is a user 
 interface component such as menus, buttons, scrollbars, text fields etc. Toolkits provide the 
 advantages of the component methodology, which has been used successfully by other 
 industries for years.  The advantage of this methodology is that once a component is 
 developed it can be reused.  This reduces cost and in the case of user interfaces, it ensures 
 that different applications that use the same toolkit will act and look similar. Examples of 
 toolkits are Java AWT [Microsystems, 2001 #1], java SWING libraries [Microsystems, 
 2001 #2] from SUN Microsystems. Using toolkits is not trivial and requires programming 
 skill and knowledge in programming languages. Toolkits are low-level tools, because they 
 require a considerable programming effort.  


1.1.1.2  High level tools 


Programming at toolkit level is difficult. Therefore many higher-level tools have been 
 developed that helps the developer ease the production of user interfaces.  Much research 
 has been done on high-level tools, and there are many different strategies.  The following 
 sections will introduce the different categories of these tools. 


1.1.1.2.1   Language based tools 


Language based tools describe user interfaces in different languages, such as event-, 
 declarative- and constraint languages. The languages are used to describe the syntax of the 
 user interface. The description is then compiled to produce the actual user interface.  The 
 language-based tools require that the user interface designer have programming experience.  


Some programmers have objected to learn a new language just for programming user 
 interfaces [Olsen, 1987]. 


1.1.1.2.2   Application frameworks 


Application-frameworks are another branch of high-level user interface tools.  These 
 frameworks are developed to help the programmer to use the different toolkits that the 
 framework supports. They do this by providing classes for the important part of an 
 application such as the main window, the commands etc., and the programmer can then 
 specialize these classes for the different applications. Frameworks exist for all major 
 platforms such as Microsoft foundation classes for Windows (MFC) [Microsoft, 2001], and 
 the CodeWarrior PowerPlant for Macintosh [Metrowerks, 2001].  Although these 


frameworks bring the usage of toolkits up to a higher level of abstraction, they still require 
 that the designer of the user interface has solid programming knowledge.  


1.1.1.2.3   Interface builders 


Other high level tools provide interface builders, often as a part of a programming 
environment. Tools such as Visual café from Symantec [Symantec, webgain 2006] and 
Visual studio from Microsoft [Microsoft, 2003 #1] provide interface builders that allow 
designers to select components from libraries. The interface is visualized in the interface 
builder.  The interface builder will generate skeleton code, which has to be implemented. In 
the same category are tools such as Microsoft Access [Microsoft, 2003 #2] that allows the 
designer to design user interfaces from the included components, without implementing any 
code. 



(15)1.1.1.2.4   Model-based automatic generation 


Another approach in high-level tools is model-based automatic generation.  These tools 
 automatically generate the user interface from a higher-level specification of the user 
 interface layout.  The different tools vary in what way the model is generated.  Examples of 
 such tools are UIDE [Sukaviriya et al., 1993], Humanoid [Szekely et al., 1993] and 


MASTERMIND [Neches et al., 1993].  Tools that generate user interfaces have been 
 criticized [Szekely, 1996] [Puerta, 1996] for generating too simple user interfaces, and that 
 the specification languages are hard to learn and use. 


1.1.2  Model- and component based software development 


Software engineering became a term in the late 60’s. Since then, there have been many 
 efforts to increase quality and productivity of software development.  In the last years, the 
 trend has focused on using engineering techniques that has been used by traditional 
 engineering disciplines for years. These are model- and component-based development.  


Model-based software development has proven itself to be useful because it helps the 
 developer or developer team to better understand complex systems. By breaking the system 
 down into different models, it becomes more comprehensible and thereby many pitfalls can 
 be avoided. If a methodology that supports modeling is used, the process of developing 
 software is less likely to take an ad hoc approach. This can ensure that the models are sound 
 and that all partial models of the system together describe the whole system in detail. UML 
 [UML, 2005 #1] [UML, 2005 #2] is a modeling language intended for object-oriented 
 modeling. Object-oriented modeling means that the main building block of every part of the 
 system is an object (or a class). The purpose of UML is to visualize, specify, construct and 
 document object oriented systems and has become the industry standard tool for object-
 oriented modeling. 


Component software development focuses on building software systems from finished 
 software components. The advantages of component based software development are many.  


By reusing components, the overall cost of the finished product decreases and the quality 
 (may) increase.  In software development, a component is a piece of software that delivers a 
 service and has a well-defined interface. A software system can then be built by combining 
 these components. 



1.2 COMDEF  


COMDEF [Kvalheim, 1999] is a framework for component development, which is intended 
 for developing components in a distributed environment.  This framework is described later 
 in this thesis, but an introduction is given here in order to understand the relationship 
 between the work presented in this thesis and COMDEF.  


COMDEF provides a model-based framework for developing distributed component based 
systems, which shifts the development focus from the implementation to the modeling of a 
system.  This is done through automatic code generation from a graphical (UML) – or a 
lexical (CML - Component Modeling Language) model of the system. The original 
COMDEF development process is based on using a methodology that produces a UML 
model of the system.  This is done by modeling with the COMDEF metamodel, which 
provides stereotypes for the different modeling parts of COMDEF.  The model is then 
converted to a lexical language (CML). This representation is the bases for code generation 
of the system.  By applying various code-generation tools (emitters) to the CML code, most 
parts of the system are generated.  There are different emitters for different distributed 
architectures such as EJB, CORBA or COM.  Figure 1.1 shows an overview of the 
COMDEF development process. 



(16)Figure 1.1 - The COMDEF development process 


The conceptual architecture of COMDEF is depicted in figure 1.2. It shows the main 
 building blocks of the framework.  The architecture can be divided into three different main 
 layers:  


• Application layer – the client and the userservice 


• Business layer – the service and the entities 


• Data layer - the persistent storage 


The system is modeled in UML using the COMDEF UML profile, which is an extension to 
 the UML metamodel and provides stereotypes for the different building blocks shown in 
 figure 1.2.    


Figure 1.2 - COMDEF conceptual architecture 



(17)As figure 1.2 shows, the application layer consists of the user service and the client 
 application. The userservice is the client’s interface to the services. There can be many 
 userservices and a userservice can be the interface for many services.  In COMDEF, the 
 client part of the system is described as a client pack that consists of a client program and 
 userservice package/packages. The userservice is an abstraction of the DCP so that it is 
 transparent to the client what kind of underlying architecture that is used.  



1.3 Context of thesis 


This thesis presents a framework for generating clients to computer systems that are based 
 on COMDEF.  The framework is called Multidev and is a model-based framework for 
 developing multi platform clients in a distributed environment. The distributed environment 
 in this context is systems that are developed with COMDEF. Multidev tries to utilize the 
 information in the UML model of the system to generate as much of the client as possible, 
 with as little intervention by the developer as possible. The Multidev framework includes a 
 high level tool with a graphical environment for user interface modeling that lifts the 
 abstraction level from implementation to modeling of the user interfaces. This tool fits 
 under the label of Model-based automatic generation described in 1.1.1.2.4.  


Multidev presents a model-based strategy on several levels. The framework is an extension 
 to the COMDEF framework, and bases the user interface generation on the COMDEF UML 
 profile. The tool provided in the framework also lets the user handle the specification of the 
 user interface layout on a higher level of abstraction then language-based tools. This is 
 achieved by providing a graphical model of the user interface layout.  A key point is also 
 that by describing the layout of the user interface once, it should be possible to map the 
 client application to many different platforms of different thickness. Thickness in this 
 context is described as the functionality of the client platform. Typical a java application is 
 a thick client; a web application is a medium thick client, while a thin client is typically a 
 cellular phone with a WAP client. 


COMDEF was an early attempt at Modeling Based Development. While working on this 
 thesis, the development of COMDEF has stopped. However, there are many new initiatives 
 that provide similar frameworks, such as MDA from OMG and DSL from Microsoft. (Both 
 of these are described in chapter 10) 


Multidev was developed as an add-on to the COMDEF framework, but the focus of the 
 Multidev framework is independent of the actual framework used.  Therefore, with the 
 experience from COMDEF as a base, it should be possible to transfer the Multidev 
 framework to similar frameworks, such as the OMG MDA and/or DSL from Microsoft.  



1.4  Structure of thesis 


The structure of the thesis is presented in the list below. 


Chapter 2 Case study -This chapter introduces a case study of a system developed using 
 COMDEF and introduces the task that Multidev seeks to solve. 


Chapter 3 Requirements  - This chapter defines the requirements that is to be fulfilled by 
 the framework presented in this thesis 


Chapter 4 Evaluation of existing work - This chapter looks on existing work.  A brief 
 description is presented and how they can solve the problems presented in the case study. 


Shortcomings and problems are defined. 



(18)Chapter 5 Multidev’s technology relationships - This chapter presents different software 
 technology that either is used in the development of Multidev or is used by Multidev to 
 produce the COMDEF clients. 


Chapter 6 Multidev - This chapter gives an over view of Multidev and presents its 
 relationship with the COMDEF framework. 


Chapter 8 Multidev models - This chapter presents the three different models that 
 Multidev uses to construct the COMDEF client 


Chapter 8 Dialog modeling and code generation - This chapter elaborates on how 
 modeling is done in the Multidev framework and how the code generation is accomplished. 


Chapter 9 Case revisited – The case is revisited and Multidev is applied to the case. 


Chapter 10  Conclusions, further work – The framework of this thesis is evaluated with 
 respect to the requirements from chapter 3.  Further work is identified and solutions to 
 problems are suggested. In addition the two main (at the time of writing) paths of Model 
 Based Frameworks are presented and discussed in view of Multidev. 



1.5 Summary 


This chapter has given background information as well as motivation for this thesis.  An 
 introduction to user interface research has been presented to place Multidev on the map in 
 this field of research. The COMDEF framework for building component based distributed 
 computer systems was presented to show the relationship between Multidev and COMDEF. 


An overview of the structure of the thesis was also presented. 
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Chapter 2  Case study 


In order to understand the problem for which this thesis suggests a solution, a test case was 
 developed.  The case is a system for renting cars to customers, called the Car Rental 
 System. The model of the system is shown in figure 2.1 and is a UML model based on the 
 COMDEF framework. This framework will be described in more detail in chapter 5.   


The Car Rental System is not meant to be a fully functional system ready to be used in a 
 business, but is used to illustrate what is needed of a client that run on a COMDEF based 
 system. The case study presents the case and describes some general criteria to the solution.  


Appendix A describes the implementation of the system in the context of COMDEF. 


Figure 2.1 – The car rental system model 


The Car Rental System registers and maintains data about cars, customers and reservations 
 of cars.  As mentioned, it is based on the COMDEF framework.  This is a framework for 
 developing component based distributed systems. In COMDEF, a key point is to code-
 generate as much of the systems source code as possible.  However, the COMDEF 


framework does not generate any source code for the application tier of the system, except 
for the userservice.  
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2.1  The Car Rental model elements 


As the figure 2.1 shows, the system is built up by entities, services, events and a 
 userservice.   Entities are an abstraction of data elements and are persistent objects that 
 logically are contained inside services. The different entities are described bellow to help 
 get a overview of what the user interface of the client should be able to display to the user 
 and pass down to the user service from user input.  The services and the user service are 
 also described in the following sections. 


2.1.1  Car entity 


Instances of the car entity represent the different cars managed by the system. The car entity 
 stores information about cars in the following attributes 


Attribute name  Type  Explanation 


CarRegNr String  The registration 


number 


Type  String  The type of car 


 Price  Long  The rental price 


 YearModel  Long  The year model of 


the car 


The car entity is logically a part of the rental service, which keeps track of the free and 
 booked cars. As figure 2.1 shows, the reservation entity also has an association to the car 
 entity.  This association means that a car is reserved by a reservation 


2.1.2  Reservation Entity 


The reservation entity stores information needed for a reservation in the following 
 attributes: 


Attribute name  Type  Explanation 


FromDate  Long  The date the 


reservation was 
 made 


ToDate  Long  The date the 


reservation expires 


Refid  Long  An identifier for 


this reservation 


ActualOutDate  Long  The date the car 


was actually 
 rented out 


ActualInDate  Long  The date the car 


was actually 
 returned 
 In addition, the reservation entity has one operation: 


Operation 
 name 


Return type  Parameters  Explanation 


Status  String  None  The status of 


the 


reservation 



(21)Instances of this class represent the reservations made in the Car Rental System. The 
 reservation class has associations to both the car and the customer classes. A reservation is 
 made by a customer and is a reservation for one or more cars. 


2.1.3  Customer entity 


The customer entity holds information about a customer in the following attributes: 


Attribute name  Type  Explanation 


RefId  String  An identifier for 


the customer 


Name  String  The full name of 


the customer 


Address String  The customers 


address 


PhoneNumber String  The customers 


phone number 


The customer class has an association to the reservation entity.  A customer may have one 
 or more reservation at a given time. Logically the customer entity resides in the customer 
 service. 


2.1.4  Services 


There are two services in the model described in figure 2.1.  A service is a component from 
 a COMDEF viewpoint.  Services have a specified task, or service that they offers to the 
 clients through the user service. In the Car Rental System, there are two services, the 
 customer service and the rental service: 


Customer service: 


The customer service is responsible for customer handling, such as registering new 


customers and find existing customers. The Customer service has three operations as figure 
 2.1 depicts. 


Rental service: 


 The rental service is responsible for reservation of cars.  This includes making a new 
 reservation and book a car for a given customer for a given time period. The customer 
 service has two operations as figure 2.1 depicts. 


2.1.5  User service 


The user service is the glue between the services and the client application.  It provides a 
 transparent view to the services for the client application.  Transparent in this context means 
 that the client application should not be aware of what kind of distributed computing 
 platform that is used. The user service in the Car Rental System provides the operations of 
 both services to the client application. 


2.1.6  Events 


The car rental system has two events.  These are not checked in and not checked out, as 
 figure 2.1 depicts.  Both of these events are triggered from the reservation service if the car 
 is not checked in, or not checked out according to the given dates. 



2.2 Use cases 


The Car Rental System is developed using a use case driven methodology.  This means that 
use cases are identified in order to produce the requirements that that the system must 



(22)satisfy.  The different use cases are depicted in figure 2.2 and described in the following 
 sections. 


Figure 2.2 – The use cases of the Car Rental System. 


2.2.1  Register new customer 


This use case describes the task of adding a new customer to the system.  It has the 
 following description. 


Primary actor: The clerk. 


Goal: Register a new customer in the system. 


1.  Get customer information. 


2.  Submit information to system. 


2.2.2  Get customer 


This use case describes the task of finding a customer in the system.  It is used by other use 
 cases to complete their goal.  The use case has the following description: 


Primary actor: The clerk 


Goal:  Find an existing customer. 


1.  Submit Customer identity 
 2.  Get customer object 
 Extensions: 


1.  No customer with the submitted identity   
 2.2.3  Edit customer 


This use case is used to alter customer information, such as address and telephone number.  


It uses the get customer use case. 


Primary actor: The clerk. 


Goal:  Edit customer information 


1.  Execute the get customer use case to get a customer. 


2.  Edit the customer information 
3.  Submit information to system. 
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This use case is used to make a new reservation of one or more cars. It uses the get 
 customer use case to get a customer.  The make reservation use case has the following 
 description. 


Primary actor:  The clerk 


Goal:  Make a new reservation of one ore more cars for a customer 
 1.  Execute the get customer use case. 


2.  Submit data information 


3.  Associate one or more cars with the reservation 
 4.  Submit information to system. 


Extensions: 


1.  The customer is not in the system. 


1a Execute the new customer use case. 


2.2.5  Get reservation 


The get reservation is used to find an existing reservation. It is used by the edit reservation 
 use case. The get reservation use case has the following description: 


Primary actor: The clerk 


Goal: Get an existing reservation from the system. 


1.  Submit reservation ID 
 2.  Get reservation object 
 Extension: 


1. No such reservation in system 
 2.2.6  Edit reservation 


The edit reservation use case is used to edit an existing reservation. This use case uses the 
 get reservation use case.  The use case has the following description: 


Primary actor: The clerk. 


Goal: Edit an existing reservation. 


1.  Execute get reservation use case 
 2.  Edit reservation information 
 3.  Submit information to system 


2.2.7  Check out car 


This use case is used to check out the car when the customer actually checks out the car.  


The use case uses the get reservation use case.  The check out car use case has the 
 following description. 


Primary actor: The clerk 


Goal: Check out one ore more cars in a reservation 
 1.  Execute get reservation use case 


2.  Check out the car(s) 
 2.2.8  Check in car 


This use case is used to check in the car when the customer delivers the car back.  The use 
 case uses the get reservation use case. 


Primary goal: The clerk 


Goal: Check in the cars of a reservation 



(24)2.  Check in the car(s) 



2.3  General client requirements 


The client is the application layer described in section 1.2.  The main responsibilities of the 
 application layer are to connect to the services through the user service and to the end user 
 through the user interfaces.  The user service provides the operations of the services to the 
 client application and the logic of how these operations are used must be handled by the 
 client.  


If the distributed nature of COMDEF is to be upheld by the framework presented in this 
 thesis, the framework must have the ability to generate clients for multiple platforms.  A 
 platform in this context is defined as the combination of hardware device and operating 
 system. The different clients must provide the same functionality on all supported 
 platforms.   



2.4  Problem areas identified 


The only alternative that exists to day for developing the client application with the existing 
 version of COMDEF is to develop it by hand. This section presents the problems and 
 shortcomings of solving the case by hand implementing the client. 


Productivity 


The system should be able to work on multiple platforms. This would mean that the client 
 for each platform has to be coded by hand and requires that the developer have to be 
 familiar with many programming languages and platforms.  


System evolution 


The client is the highest tier in a multi tiered architecture.  If the model of the underlying 
 architecture changes, then there is a big chance that the client will not work. The changes to 
 the client have to be coded by hand. If the system is to be supported on many platforms, 
 then even small changes to the model could result in a huge task to update the clients to 
 work with the changes. 



2.5 Summary 


This chapter has described a typical case that the framework of this thesis seeks to solve.  


The case is a car rental system developed using the COMDEF framework. The task is to 
build a client that can be used with this system, with as little effort as possible by the 
developer. This chapter has presented the details of the system and what is needed of a 
client that will run on it. The Car Rental System consists of three entities, two services and a 
userservice. The client application needs to address both the communication with the user 
service as well as communication with the user through graphic user interfaces.  The 
chapter also defines some general requirements to the client application and defines the 
problem areas that must be solved by the framework described in this thesis. 
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Chapter 3 



Requirements 


This chapter identifies the requirements to Multidev. These requirements are based on the 
 problems identified in the background chapter and case study chapter. Other requirements 
 are also added.  


The requirements are dived into the following areas 


• Productivity 


• Modeling concepts  


• Multi platform support 


• Evolution 


Each of these areas has requirements that will be discussed in the following sections.    



3.1 Productivity 


The task of the framework described in this thesis is to aid the development of clients to 
 systems build with the COMDEF framework. The clients must support the architecture 
 defined in COMDEF for distributed information systems (DIS).  Besides that, the 


framework must produce clients that can run on different platforms.  If this is to be done by 
 hand coding the different clients, it will be a vast job.  Each client will be a separate project. 


The framework should provide tools that simplify the process and increase the productivity 
 of the development.  In table 3.1 the productivity requirements are listed and in the 


following sections the requirements are discussed: 


Table 3.1 Productivity requirements 


Category Requirement 


Code generation  P1 - Code generate the generic code 


P2 - Code generate user interface 


P3 - Code generate from graphical notation 


Independency  P4 - Model environment independent 


General  P5 - Graphic editable model of GUI 


P6 - Template support 
 P7 - Developer control 


P8 - Support for third party gui components 
 P9 - Support interface guidelines 


3.1.1  Code generation 


Hand programming gives the advantage of flexibility.  However, it is a time consuming and 
 often error prone job.  In order to let the developer focus on functionality instead of 


programming techniques, the development should be model based. All generic code should 
 be generated, so that the developers don’t need to focus on technical issues, such as 


connection to the DIS (P1).   


Besides generating the generic code, the, framework should generate the user interfaces as 
well.  The framework should provide a model of the user interface from witch it can be 
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 from a graphical notation.  


3.1.2  Independency 


There are many modeling tools on the marked today.  UML modeling tools range from free 
 software with little functionality, to expensive software with options beyond 


comprehension. Apart from supporting the UML modeling language many of the different 
 products are proprietary and with little support for sharing the models between them or to 
 export or import the UML models to or from other tools.  


 The OMG (Object Management Group) [OMG, 2006] has developed a XML based 
 language for metadata interchange that can be used to export and import UML models as 
 well.  This format has been named XMI  [Frankel, 2001] and stands for XML Metadata 
 Interchange. The XMI language will be elaborated in chapter 5.    


Every tool that supports XMI has the advantage that they can export and import data from 
 other tools that support the same branch of XMI. In order to be as independent as possible 
 in regard to the environment where the COMDEF system model is developed, the 


framework should import the UML model as XMI, defined by a specific DTD (P4).  


3.1.3  General 


 This section describes other requirements to increase the productivity of the client 
 development.   


As stated in chapter one, it is difficult to generate good user interfaces in a fully automated 
 process, so the framework should allow for developer control (P7).   


The developer can intervene many different ways.  Graphical editable models would let the 
 developer concentrate on the modeling (P5), instead of low level programming. There are 
 other strategies available to let the user intervene in the development process.  One such 
 strategy is to have lexical description of the models of the user interface and application 
 logic, but since this requires the developer to be familiar with, or have to learn a new 
 language, the use of graphical models is preferred.    


There are many different ways to display a user interface.  Different developers like 
 different layouts.  Besides generating the user interface, the framework also should suggest 
 layout patterns that the developer can use as a basis. By providing different patterns, a 
 developer can choose a pattern that conforms to his or her likings, or the best fit for the task 
 that the user interface shall accomplish (P6). These patterns will also contribute to 


upholding different interface guidelines (P9). 


Most user interfaces are based on well-known user interface parts such as text boxes, labels 
 and so on.  However, not all user interface needs can be covered by simple interface objects. 


Some objects may be made especially for a task of a particular client, but can be reused in 
 other clients.  The framework must provide a way for adding new user interface 


components to its repository of user interface objects (P8). 



3.2 Modeling concepts 


Today many different technologies are supported on many different platforms. The different 
platforms can present their user interface in different ways.  As an example, consider Lynx, 
a text based web browser.  Lynx will present everything in a web page as text.  Pictures are 
presented as links to an external picture viewer.  List boxes are displayed as a set of 
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 would if it was presented in graphical browser such as Netscape.  


To be able to model the user interface without knowing the clients platform, the framework 
 should provide a metamodel of the user interface objects with predefined mappings to the 
 supported platforms. The mapping against the specific platform should happen as late as 
 possible in order for the model to be generic until code generation. The user interface model 
 will be a separate model, although it will be closely linked to the model of the underlying 
 system.  


Another aspect of the client, that the framework must address, is the information flow 
 between the client application, the user interfaces and the different tasks the user interfaces 
 are defined to address.  


  Table 3.3 shows the different model concept requirements, and the following sections 
 describe them. 


Table 3-2 – Model concepts requirement       


Category Requirement 


General  M1 - Model based framework 


M2 - Understand and use the COMDEF     
         metamodel/ UML profile 


M3 – Declarative models 


Architecture  M4 – User interface and application logic in 


         separate tiers 


3.2.1  General 


The main reason for wanting a model-based framework is to lift the abstraction level of the 
 developing process from implementation to modeling (M1). 


The framework will read its domain data from a UML model.  This model is always based 
 on the COMDEF metamodel, and so the framework must understand the different concepts 
 this metamodel describes (M2).  A part from getting domain information from the 


COMDEF UML model, the framework should also provide a tool for modeling the structure 
 and functionality of the client using declarative models (M3).    


3.2.2  Architecture 


As mentioned, the task of the framework presented in this thesis is to develop clients to 
 COMDEF systems.  This framework has a well-defined architecture.  The only client 
 specific part of this architecture is the user service. The framework should provide a clear 
 architecture for the client that build on the COMDEF framework.  


 The clients should also be able to run on different platforms, and these platforms may have 
 different ways of displaying user interfaces.  Because of this, the framework should provide 
 a multi tier client architecture that separates the user interface and the client application 
 logic (M4). 



3.3  Multiple platform support 


As stated, there are many technologies used on many different platforms. In order to fully 
use a distributed information system, the system should be accessible from more then just 
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 the mobile range of appliance good enough band with to be highly functional client 
 platforms to a distributed information systems, making them target platform for COMDEF 
 clients. The COMDEF framework is built to support a distributed environment, and 
 therefore have no limitation on what kind of platform the system client is running.  The 
 clients can vary in thickness from thin (wap, web-applications) to medium sized (java-
 apples) to thick clients (java, c++). 


Table 3-3 - Multiple platform support 


Category  Requirements 


General  MPS1 – Multi platform support 



3.4 Evolution 


Almost every system developed will require updates and changes as time goes by.  


Technology changes and the requirements of the user changes.  A small change in the DIS 
 could mean that every client has to be redeveloped. Since changes inevitably will occur it is 
 important that these can be reflected and incorporated with as little effort as possible. 


   Table 3-5 - Evolution 


Category Requirement 


Evolution  E1 – Support changes in an easy manner  


  



3.5 Evaluation criteria 


The requirements defined in this chapter will be used to compare different solutions. To be 
 able to do this comparison, the tables of requirements will be presented in appropriate 
 places trough out the thesis with values that will rate their solution against the requirements.  


The values use will be: 


• 2 supported. 


• 1 partially supported. 


• 0 not supported. 



3.6 Summary 


In this chapter, the different areas of requirements have been structured in to measurable 
requirements. These areas are productivity, modeling concepts, multi platform support and 
evolution.  The different requirements are structured into four different matrixes that will be 
presented trough out the thesis where appropriate. 
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Chapter 4   



Evaluation of existing work 


This chapter will look at existing technologies and see how well they perform on the case 
 described in chapter two, with respect to the requirements defined in chapter three.   


The technologies that will be evaluated are: 


• Genova 


• Mobi-d 


• Visual Café 


The selected tools serve as representatives for different groups of technology in user 
 interface research, as presented in chapter 1. 



4.1 Genera Genova overview 


Genova is a commercial product from Genera [Genera, 2000 #1].  Genova is a development 
 environment that focuses on development and maintenance of information management 
 systems.  The development process that is proposed when using Genova should be 


architecture-centric, use case driven, iterative and incremental [Genera, 2000 #2].  Genova 
 does not include an object-oriented modeling tool, but it is integrated with a selected range 
 of modeling tools such as Rational Rose [Wikipedia Rational, 2006] from Rational 


Software Inc and Select Enterprise [Select, 2006] from Select Software tools. Genova has 
 two major areas of functionality.  It can be used to make the object model persistent.  This is 
 done with the DB Designer tool, which can transform the object model into two-


dimensional relational tables.   DB designer also lets you generate compile and run the 
 application environment that glues together the application with the database.  The other 
 function of Genova is to model and generate user interfaces based on an object model.  


When using Genova with a modeling tool it supports, such as Rational Rose, it imports the 
 model and provides an environment where the designer can manipulate and generate the 
 user interface for a selected range of platforms. 


According to Genera, the concept behind Genova is not to develop a finished product, but is 
 to be used for rapid prototyping to reveal missing model information [Vogt, 2001]. 


At the start of working with this thesis the Genova was in version 6.1. The latest version of 
 the software was released in December 2004 and is version 8.1. Genera as a company has 
 bin merged with Software Innovation ASA. The product development part has been 
 established as a new company called Software Innovation Esita [Software Innovation] 


4.1.1  Genova work protocol 


The starting point with the methodology proposed with Genova is to make use cases that 
 describe the total functionality of the system.  These use cases are then refined into textual 
 descriptions (goal, pre-condition, sequence of activities, post-conditions).  Based on the use 
 case model, an iterative process of making an object model is started.  For every iteration, 
 the Genova tool is used to make prototype of the user interface.  According to Genera, this 
 will help making the object model more complete because missing information in the object 
 model is easier detected.  


The prototype is developed with an activity called dialog modeling.  The dialog model is 
constructed by making an object selection from the UML object model.  Objects that 
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 the dialog designer tool.  The selection is visualized as a tree view.  Classes that are linked 
 together by relationships can be included and this information is used by the dialog designer 
 to make a proposal of what kind of user interface objects that will represent the classes.  


Conceptually the selection of objects does not contain classes, but the role the classes play 
 in the use case. The figures below show the user interfaces used when making an object 
 selection. 


Figure 4.1 – Genova object selection user interface 
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When the object selection is complete, the next step is to generate the user interface. A style 
 guide is used to define how the different model elements are mapped into user interface 
 constructions.  The tool will suggest a layout depending on the style chosen and the objects 
 selected. As an example, a class that as a one-to-many relationship with another class can be 
 represented with a set of data fields for the root and a scrollable list box for the related class. 


This makes it possible to scroll through the related object instances of the root object. 


 The structure of the user interface is shown in a topological manner as a tree view in the 
dialog designer tool.  This tool lets the developer work on the dialog model using an object 
palette to add new user interface objects, and let him or her set properties for the different 
objects in the use interface.  The layout of the dialog model is shown in the figure bellow. 
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When the dialog model is sound, the final user interface is generated.  This is done with the 
 client generators.  In Genova 6.1, it is possible to generate code to C++, java 1.1, Visual 
 Basic and Motif. Genera generate much of the client’s source code, in a three-tier model. It 
 generates user interface definition files, controller instantiaters and call-back code skeletons.  


This enables the developer to quickly build the client part of the system.  The code for 
 implementing logic must be programmed by hand. 


4.1.2  Implementing the case using Genova 


The model of the case presented in chapter two was developed using the COMDEF UML 
 profile.  This profile consists of stereotypes such as entity, service, userservice and event 
 [Kvalheim, 1999]. The services provided handle the entities, and the user service is the 
 client’s link to the underlying DCP.  (COMDEF is described in detail in chapter 5.) 


 When using Genova to make an object selection that reflects a use case, it has to look at the 
 entities, and not the methods of the user service. The object selection is done by viewing the 
 use cases and selecting the entities that are used in a particular use case.  As an example, the 
 case in chapter two has a use case that describes the process of registering a new customer. 


The user service reflects this use case by offering a method called “newCustomer()”.  


Because geneova do not  understand the architecture of COMDEF and hence the consept of 
a userservice.  This usecase has to be modeled by knowing the usecase and base it on the 
entity “CUSTOMER”.  
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 make a model of the user interface. Every use case is transformed into a dialog model of the 
 user interface.  The developer can then modify the dialog model to his or her satisfaction. 


When this activity is finnsihed code genration to the target platform may be preformed.  For 
 test purposes, java was choosen as the target platform, when the testcase was imlpemented 
 with the use of Genova. The linking between the client and user service had to be 


programmed by hand, as well as all application logic.  


4.1.3  Evaluation of Genova 


Genova is not intended for COMDEF and do not understand the concepts defined by this 
 framework. It is a tool designed for tree tier architecture and provides code generation of the 
 database, the client with the user interfaces and the glue between them.  However, when 
 used with COMDEF the only useable part is the user interface definitions.  Genova 
 generates user interfaces with some generic code, such as event handling of the different 
 interface constructs (buttons, text fields etc), but all client logic must be programmed by 
 hand.  


The next sections will evaluate Genova with respect to the requirements in chapter three.   


4.1.3.1  Productivity 


The table below shows the productivity requirements defined in chapter three and shows 
 how well Genova perform in regard to these requirements. 


Table 4.1 – simplicity requirements 


Requirement Supported 
 P1 - Code generate the generic code  1 


P2 - Code generate user interface  2 
 P3 - Code generate from graphical notation  2 
 P4 - Model environment independent  0 
 P5 - Graphic editable model of GUI  2 


P6 - Template support   2 


P7 - Developer control  2 


P8 - Support for third party gui components  1 
 P9 - Support for interface guidelines  2 
        


The generators of Genova generate some of the generic code.  All event handlers are 
 developed as skeletons that must be implemented by the developer.  As stated, there is no 
 connection to the underling DCP through the user service, because Genova does not 
 understand the COMDEF concepts (P1).  


The user interface is generated with the required functionality, and the code generation is 
 from a graphical notation (P2, P3, and P5).  The current version of Genova only supports a 
 few UML modeling tools, which does not qualify as model environment independent (P4). 


The developer uses a modeling tool to modify the dialog model generated from the object 
selection, which satisfy the developer control requirement (P7).  Support for interface 
guidelines is given through use of templates (P6, P9).  The developer may create new 
templates, which in turn can obey a selected user interface guideline. Genova has support 
for ActiveX components, witch partially fulfill the support for third party user interface 
components requirement (P8). 
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In Genova, all development is model based.  In addition, Genova utilizes UML models to 
 generate the client. Table 4.3 shows the evaluation of Genova with respect to the modeling 
 requirements. 


Table 4.3 – Model Concept requirements 


Requirement Supported 
 M1 - Model based Framework  2 


M2 - Understand and use the COMDEF  
          metamodel/ UML profile 


0 
 M3 – Declarative models  1 
 M4 - User interface and application logic in 
          separate tiers 


1 


As stated, all development in Genova is model based, apart form the implementation of 
 application logic in the generated client (M1). It does not understand the different concepts 
 of the COMDEF framework, and cannot directly generate clients to this framework (M2). 


The object selection is done form a domain model of the underlying system, and the dialog 
 model represent the user interface, but there is no model that fully describe the information 
 flow between the underlying system, and the client, nor the order of events of the client 
 (M3).  Genova’s architecture proposes a distinct separation of the UI-layout, UI 


functionality, business logic and database issues (M4). 


4.1.5  Multi platform support 


Genova has support for a selected range of target platforms.  The user of Genova cannot add 
 new platforms to the framework.  In the Genova 6.1 release, the selected targets are of same 
 thickness (Java, C++, Motif, and Visual Basic).  There is no support for targets such as 
 mobile phones or web- applications.  


Requirement Support 
 MPS1 – Multi platform support  1 


4.1.6  Evolution 


If system evolution forces changes, then this is handled as a new iteration of the 


development process.  Small changes to layout can easily be managed by editing the dialog 
 model, and reusing the hand implemented application logic.  Orthogonal changes are 
 managed in the same way.  However, if there are big changes to the model then this may 
 require that all hand-implemented code must be reprogrammed.  The table below shows the 
 evaluation of the evolution requirement. 


Requirement Support 
 E1 – Support changes in an easy manner  1 



4.2 Mobi-d Overview 


Mobi-d is a model based interface development environment, developed at Stanford 
University [Puerta, 1997].  It focuses on user-centred development, in an iterative 
development process.  Mobi-d uses declarative models to represent all relative aspects of 
the user interface.  This evaluation of Mobi-d is based on the reading of published articles 
on Mobi-d [Puerta, 1997] [Puerta, Einstein 1999] [Puerta, 1998] [Puerta, Cheng, 1999]. The 
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 nor do the say anything about how much of the source code that is being generated, but they 
 describe the methodology, as well as the development cycle to be used with Mobi-d. Mobi-
 d is evaluated as a representative for the different model based interface development 
 environments that uses declarative models to capsulate the different aspects of the user 
 interface.  This group of user interface tools has been labelled MB-IDEs, which is a short 
 for Model Based interface development environment. The tool has not been tested, because 
 it was not available during the work on this thesis. 


Mobi-d uses a componential approach, which means that every widget or interactor is either 
 an ActiveX control or a Java applet.  All widgets are considered black boxes by Mobi-d, to 
 avoid low-level modeling.   


4.2.1  Mobi-d work protocol 


Figure 4.4 depicts the development cycle that is used with Mobi-d. 


Figure 4.4 – Mobi-d development cycle 


As stated, the development cycle of Mobi-d is an iterative process.  It starts by describing 
 the user tasks in an informal manner.  The goal of this phase is to get an overview of the 
 user tasks that the application shall provide user interfaces for. The sketching of the user 
 task is done in a tool provided by Mobi-d, and the output of this task is used as input in the 
 next development phase.  Besides the technical goal of sketching the user task, another goal 
 is to establish communication between the developer and the end user.  This first 


development identifies the different tasks and objects that must participate in the task 
 model. 


The next step is to construct the user task model and the domain model.  A skeleton task 
model is imported form the first development phase, and this model is refined by setting 
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 application, and hence the applications user interfaces. 


The next step in the development cycle is to integrate the user-task and domain model.  This 
 is done by associating the domain objects with specific tasks. When a domain object is 
 associated with a certain task, a relationship between them is constructed.   


When the domain model and the task model are fully integrated, the next step is to produce 
 a dialog model and a presentation model.  These two models are constructed in parallel.  


The dialog model represents the human computer interaction, while the presentation model 
 represents how the interaction components of the dialog model appear in the different 
 dialog states.  The presentation model is a hierarchical decomposition of the possible screen 
 displays into groups of interaction objects, from the dialog model.  


The last step of the development cycle is to produce and test the user interface. The 
 evaluation of the produced user interface may require that a new iteration of the 


development cycle is executed.  All steps of the development cycle are highly interactive in 
 Mobi-d.  This is done by providing tools that support all the activities within the Mobi-d 
 development cycle. 


4.2.2  Implementing the case with Mobi-d 


This section describes how the case of chapter two could be implemented, using Mobi-d.  


As stated, tool has not been tested, and the evaluation is done by reading published articles 
 about Mobi-d. 


The first step is to sketch the different task. When developing a client for COMDEF, all the 
 tasks of the user interfaces are documented through the use case models, so this first step 
 might be skipped, or it could be used as a first step to establish the use cases.  However, the 
 methodology that is to be used with COMDEF produces the use cases in a different way. 


The work on developing the user-task, and the domain model should be straight forward, 
 considering that all entities and use cases are already produced. After that, the next step is to 
 produce the dialog and presentation model. This would probably make the integration of the 
 two models easier as well, because the use cases have already described which domain 
 objects that is required for the different tasks.  The use cases implicitly reveal the structure 
 of the presentation model. When both the dialog model and the presentation model are 
 present, the user interface can be generated. 


Unfortunately, the articles do not describe the process of generating the user interface. The 
 deliverables from Mobi-d is the user interface, and the application logic must be 


programmed by hand. This means that all COMDEF relevant aspects must be programmed 
 by hand, together with the application logic   


4.2.3  Evaluation of Mobi-d 


In the following sections, Mobi-d will be evaluated against the requirements of chapter 
 three.  


4.2.3.1  Productivity 


Mobi-d focuses on generating the user interface from declarative models.  The advantages 
of the Mobi-d approach are user-centered development and that the modeling of the user 
tasks is moved from the head of the developer to declarative models in the tool.  Mobi-d 
also provides guidance in the development process.  Table 4.6 evaluates Mobi-d against the 
productivity requirements of chapter 3. 



(37)Table 4.6 – Productivity requirements 


Requirement Supported 
 P1 – Code generate the generic code  1 


P2 – Code generate user interface  2 
 P3 – Code generate from graphical notation  2 
 P4 – Model environment independent  0 
 P5 – Graphic editable model of GUI  2 


P6 – Template Support  2 


P7 – Developer control  2 


P8 - Support for third party user interface object  2 
 P9 – Support for interface guidelines  2 


From the articles it not clear how much of the generic code that is developed.  However, the 
 deliverables from Mobi-d is the user interface and it is assumable that it delivers the same 
 kind of interface as other interface builders.  That is the user interface and skeleton code of 
 the methods of the different widgets of the user interface. This qualifies the P1 requirement 
 partially 


The user interface is totally code generated, and it is code generated from a graphical 
 notation. (P2, P3).   


Mobi-d does not use any UML modeling tool as basis for generating the user interface, so 
 the P4 requirement is not fulfilled.  


Mobi-d lets you edit the user interface in a graphical tool (P5) and all stages of the 


development process are interactive, allowing developer control (P7). All widgets are either 
 java applets or ActiveX controls, which fully support the requirement (P8). The Mobi-d 
 architecture has a knowledgebase for style guides and interface guidelines that are 


incorporated in the development process (P9). Complete interface designs can be stored as 
 declarative models which may serve as templates for later projects (P6): 


4.2.3.2  Modeling concepts 


There is little support for modeling concepts in the context described in chapter three.  The 
 table 4.7 evaluates the modeling concept requirements of chapter 3. 


Table 4.2 – Modeling concepts 


Requirement  Supported 


M1- Model based framework  1 
 M2 – Understand and use the COMDEF 


      metamodel /UML profile 


0 
 M3 – Declarative models  2 
 M4 – User interface and application logic in
        separate tiers 


1 


Mobi-d is model based in the sense that it describes all relevant parts of the user interface as 
declarative models (M1, M3). It does not get any input from a UML model; hence, it does 
not understand the concepts of COMDEF (M2).  The separation of user interface and the 
application logic is unclear, but it is assumable that it is possible to separate them into tiers, 
because the application logic must be programmed by hand (M4). 




    
  




      
      
        
      


            
    
        Referanser

        
            	
                        
                    



            
                View            
        

    


      
        
          

                    Last ned nå ( PDF - 123 sider - 0.97 MB )
            

      


              
          
            Outline

            
              
              
              
              
              
                              
    M ULTIDEV OVERVIEW
                              
    M ODEL LAYOUT CLASS -  GENERATOR  ( EMITTER )
                              
    Dialog metamodel main concepts
                              
    T HE CAR RENTAL EXAMPLE
                              
    R ELATIONSHIP TO THE DISTRIBUTED SYSTEM
                              
    Multidev and MBD’s new approaches
              
              
            

          

        

      
      
        
  RELATERTE DOKUMENTER

  
    
      
          
        
            IN2CO - A Visualization Framework for Intuitive Collaboration
        
      

        IN2CO provides the user with a large number of input- and output capabilities, and tool interfaces that can be integrated to generate a collaboration application for visual analysis

    
      
          
        
            GUI Behavior from Source Code Analysis
        
      

        In order to extract the user interface behavior from the source code of the interactive applications, we need to con- struct a slicing function that isolates a sub-program from

    
      
          
        
            FISHERIES CRIME
        
      

        Organized criminal  networks operating in the fi sheries sector engage in illicit activities  ranging from criminal fi shing to tax crimes, money laundering, cor- ruption,

    
      
          
        
            Fisheries Crime Initiative ‘FishNET’
        
      

        Recommendation 1 – Efficiency/sustainability:  FishNET has been implemented cost-efficiently  to some extent, and therefore not  all funds will be spent before the project’s

    
      
          
        
            A GUIDE ON ADDRESSING CORRUPTION IN THE FISHERIES SECTOR
        
      

        However, this guide strongly recommends that countries still undertake a full corruption  risk assessment, starting with the analysis discussed in sections 2.1 (Understanding

    
      
          
        
            1812504
        
      

        Based on the above-mentioned tensions, a recommendation for further research  is to examine whether young people who have participated in the TP influence  their parents and peers in

    
      
          
        
            09-01546
        
      

        −  CRLs are periodically issued and posted to a repository, even if there are no changes or  updates to be made. NPKI Root CA CRLs shall be published bi-weekly. NPKI at tier 2 and 

    
      
          
        
            The development of nutrition policy in Canada in the 1920s
        
      

        Although, particularly early in the 1920s, the cleanliness of the Cana- dian milk supply was uneven, public health professionals, the dairy indus- try, and the Federal Department

      



      

    

    
            
                        
             Last opp dine studiemateriell for å laste ned alle dokumenter.

            
              

                        
  

                
            
            
        
        Last opp
                

            Dokumentet ditt vil bli beriket, delt på 9PDF NO for å hjelpe til med studiene.

          

                    
      
  RELATERTE DOKUMENTER

  
          
        
    
        
    
    
        
            Growth and innovation : venture capital, private equity, and innovation processes in service industries
        
        
            
                
                    
                    115
                

                
                    
                    0
                

                
                    
                    0
                

            

        

    


      

          
        
    
        
    
    
        
            00127
        
        
            
                
                    
                    154
                

                
                    
                    0
                

                
                    
                    0
                

            

        

    


      

          
        
    
        
    
    
        
            1762743
        
        
            
                
                    
                    34
                

                
                    
                    0
                

                
                    
                    0
                

            

        

    


      

          
        
    
        
    
    
        
            04-04222
        
        
            
                
                    
                    40
                

                
                    
                    0
                

                
                    
                    0
                

            

        

    


      

          
        
    
        
    
    
        
            1822981
        
        
            
                
                    
                    39
                

                
                    
                    0
                

                
                    
                    0
                

            

        

    


      

          
        
    
        
    
    
        
            13-00131
        
        
            
                
                    
                    27
                

                
                    
                    0
                

                
                    
                    0
                

            

        

    


      

          
        
    
        
    
    
        
            Revising the User Interface of NEMAN
        
        
            
                
                    
                    112
                

                
                    
                    0
                

                
                    
                    0
                

            

        

    


      

          
        
    
        
    
    
        
            An Exprimental Investigation of the Usability of Transaction Authorization in Online Bank Security Systems
        
        
            
                
                    
                    9
                

                
                    
                    0
                

                
                    
                    0
                

            

        

    


      

      


              
          
            
          

        

          

  




  
  
  
    
      
        Bedrift

        	
             Om Oss
          
	
            Sitemap

          


      

      
        Kontakt  &  Hjelp

        	
             Kontakt Oss
          
	
             Feedback
          


      

      
        Juridisk

        	
             Vilkår For Bruk
          
	
             Retningslinjer
          


      

      
        Social

        	
            
              
                
              
              Linkedin
            

          
	
            
              
                
              
              Facebook
            

          
	
            
              
                
              
              Twitter
            

          
	
            
              
                
              
              Pinterest
            

          


      

      
        Få våre gratisapper

        	
              
                
              
            


      

    

    
      
        
          Skoler
          
            
          
          Emne
                  

        
          
                        Språk:
            
              Norsk
              
                
              
            
          

          Copyright 9pdf.net © 2024

        

      

    

  




    



  
        
        
        
          


        
    
  
  
  




     
     

    
        
            
                

            

            
                                 
            

        

    




    
        
            
                
                    
                        
                            
  

                            

                        
                            
  

                            

                        
                            
  

                            

                        
                            
  

                            

                        
                            
  

                            

                    

                    
                        

                        

                        

                        
                            
                                
                                
                                    
                                

                            

                        
                    

                    
                        
                            
                                
  

                                
                        

                        
                            
                                
  

                                
                        

                    

                

                                    
                        
                    

                            

        

    


