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1 Introduction


The following chapter contains necessary information for the reader to get a basic un-
 derstanding of what the IDSanity project aims to accomplish.



1.1 Problem Area


With the rapidly increasing acknowledgement of the importance of information secu-
 rity [1], more and more precautions are taken within businesses to detect threats, protect
 information and negate or prevent damage done by digital attacks. [1]


One of the most popular [1] ways to achieve better security is to implement one or more
 intrusion-detection systems and/or web application firewalls in the network.


However, due to the increase of applications used to tackle different aspects of the se-
 curity infrastructure it is getting harder for system administrators to keep track off and
 manage all the different rules sets on different sensors.



1.2 Target Audience


This project is mainly developed for the IT Departement at Gjøvik University College and
 is meant to be a tool for network and system administrators already familiar with IDPS
 and/or WAFs.


If the IT Departement decides to release this project as open-source it may also be of use
 to other businesses in need of a centralized framework to manage their network security.


IDSanity may also be of interest to other developers wanting to expand or add new
 functionality to help maintain their network.



1.3 Employer


Employer for this project is the IT Departement at Gjøvik University College.


The IT Departement consists of 15 employees and works closely with Gjøvik University
 College’s research and educational environment, in the operation of network & computer
 systems and information security.


Fig. 1: Gjøvik University College



1.4 Project Goal


This project aims to make the management of IDPS and/or WAF sensors less problematic
 and time consuming. With networks growing more complicated and complex each day
 the need for more security sensors increases.


When you have to manage a large set of IDPS and/or WAF sensors it may become cum-
bersome to maintain scripts or manage each of the sensors manually.
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 lar framework, where the network administrators can manage a large set of sensors with
 one tool. When IDSanity is installed on each node in the network, network administra-
 tors can manage all of the sensors with a CLI on the Master or the web interface.


Since the application is modular it’s also really easy to create new modules to make the
 network security management easier.



1.5 Project Description


The assignment is delivered by the IT Departement at Gjøvik University College and was
 originally calledGUC Security Rules Management- later renamedIDSanity.


The IT Departement has actively been working towards better detection of security re-
 lated events, and in a big and complicated network it may become cumbersome to man-
 age rules sets, rule revisions and clients.


The task is to develop a centralized framework for managing HIDS , NIDS , IPS , WAFs and
 system audit policy rules.


In addition to the framework it self a web interface should also be developed as part of
 the project assignment.


The first and most important part of this project is to develop the framework. IDSan-
 ity should be able to push new rule sets out to the nodes, edit existing rule sets, go back
 to a previous rule set as well as maintain an overview of the current state of the network.


It should be as modular as possible allowing other developers to create new modules
 for other IDPS and WAF s. The appplication will also include an API , allowing the IT
 Departement to expand or use other programming languages to maintain the clients in
 the network.


Thesecondpart is to develop a web interface. Most system administrators use scripts or
 CLI to maintain clients in a network, but since a web interface makes it easy to get an
 overview of the current state of the network, the IT Departement also wanted this to be
 a part of the project assignment.


Since the IT Departement mainly use Debian and CentOS as part of their infrastruc-
ture, IDSanity is developed with those operating systems in mind. The application will
be packaged for easy installation on Debian but should also work on CentOS since it’s
also a part of the infrastructure.
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2 Background


The following chapter contains necessary information for the reader to get a basic un-
 derstanding of what the IDSanity application is dependent on. And a short summary of
 similar projects.



2.1 IDPS


Intrusion Detection And Prevention Systems, abreviated IDPS , is a network security ap-
 pliance that monitor the network or host for potential malicious activity and take appro-
 priate measures, such as blocking a specific packet or alerting the system administrators
 if a match is found.


When we talk about IDPSs we usually divide the term in two different parts: network-
 based and host-based. And each of these two approaches can either be signature-based
 or anomaly-based.


Each of these different types of IDPSs aim to solve the same problem, but function in
 very different ways.


2.1.1 Network-based


A network-based IDPS is installed on the network itself and monitors the traffic for po-
 tentially malicious traffic. It analyzes network, transport and application protocols to
 identify suspicious activity [2].


An IDPS sensor can generally be installed in two different ways: Inline or Passive.


Inline


The sensor is installed directly in the communication path between the source and des-
 tination. This means thatall traffic going to and from the network is sent through the
 IDPS sensor.


Fig. 2: Example of an inline IDPS.[3]
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A passive sensor is installed in such a way that it receives acopyof all the traffic going to
 and from the network. They are typically installed in key network locations (e.g between
 two networks).


Fig. 3: Example of a passive IDPS.[4]


2.1.2 Host-based


This type of IDPS is installed on the host machine and monitors system logs, file modifi-
 cation/access, which processes are running, if there are any changes to the system etc.


It is typical for a host-based IDPS to have an agent installed on the host which com-
 municates directly with the Master or managment servers. The agent reports what is
 happening on the host computer and the Master or management servers then take ap-
 propriate measures if needed.


One example of host-based IDPS is OSSEC, which are discussed later in this chapter.


2.1.3 Signature-based


This form of detection is using a pre-existing signature, which may have been created by
 other security firms, in order to detect attacks against the network.


This is the simplest detection method available [2] since it just analyzes packets and/or
 log entries. This data is then compared against a signature, and if a match is found, an
 attack may be ongoing or already happened.


NIST lists the following as examples a signature-based IDPS may detect:


∙ A telnet attempt with the username "root".


∙ An email with the subject of "Free Pictures!!"


Signature-based IDPSs is very effective at detecting threats already known, but ineffective
 against unknown/0-day attacks.


2.1.4 Anomaly-based


Unlike signature-based IDPS which relies on having the correct signatures at all times,
this approach function in a complete different way. By defining a normal behaviour,
anomalies can be detected by analyzing the state of the network. If the behaviour of



(17)the network is out of the ordinary an alert may be triggered.


McAfee [5] lists a number of anomalies that can occur in a network:


∙ HTTP traffic on a non-standard port, say port 53 (protocol anomaly)


∙ A segment of binary code in a user password (application anomaly)


∙ Too much UDP compared to TCP traffic (statistical anomaly)


The positive thing about anomaly-based IDPS is that it can detect 0-day attacks. As long
 as the network state is out the ordinary, an alert may be triggered.


While anomaly-based IDPS do alot of good things, the false-positive ratio may be alot
 higher than signature-based IDPS.



2.2 WAF


A Web Application Firewall (WAF) is a device on your network, a plugin for your server
 or a filter that applies different rule sets to the HTTP communication between the client
 and server. A WAF is meant to protect against attacks such as XSS and SQLi.


Some well-known Web Application Firewalls include:


∙ ModSecurity


∙ WebKnight


∙ IronBee



2.3 Suricata


Even though Snort has been the de facto standard IDS for many years now, Suricata
 (IDPS) are becoming more and more popular. With about the same feature set as Snort
 and support for multi-threading, Suricata is a very good choice for system administrators
 wanting to secure their network.


2.3.1 Signatures


Suricata makes use of signatures (also called rules) to detect potential dangerous and
 malicious network traffic.


System administrators can write their own signatures or subscribe to rule feeds provided
 by security firms around the world.


Example on a Suricata signature:


alert http $EXTERNAL_NET any -> $HTTP_SERVERS $HTTP_PORTS ( msg :" ET
 WEB_SPECIFIC_APPS 20/20 Auto Gallery SQL Injection Attempt --


vehiclelistings . asp sale_type UNION SELECT "; flow : established , to_server


; content :"/ vehiclelistings . asp ?"; nocase ; http_uri ; content :" sale_type


="; nocase ; http_uri ; content :" UNION "; nocase ; http_uri ; pcre :"/ UNION \s
 + SELECT /Ui "; reference :cve ,CVE -2006 -6092; reference :url , www .


securityfocus . com / bid /21154; reference :url , doc . emergingthreats . net
 /2007517; classtype :web - application - attack ; sid :2007517; rev :9;)


Fig. 4: Suricata Signature.
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Action


The Action can be eitherPass,Drop,RejectorAlert.


Pass: When a signature find a match, the scanning will stop and skip to the end of
 all rules.


Drop: If thedropaction is used in a signature and a match is found the packet is dropped
 immediately.


Note: This will only work in IPS/Inline mode.


Reject: Suricata will reject the packet and both the source and destination will receive a
 reject packet.


Alert: The packet will be threated like any other non-threatening packet but Suricata
 will generate an alert. The system administrators will see this alert and can then take
 appropriate actions.


Header


The second part of the header dictates which protocol Suricata will detect. This value
 can be one of four values:tcp,udp,icmporip. If a rule use the option ip this means "all".


It’s worth mentioning that Suricata 2.0 added a few other protocols as well:http,ftp,tls,
 smbanddns.


Rule-options


Rule-options is a set of parameters you can add to your Suricata rules, in order to analyze
 packets in more depth. Rule-options have a set format:


name: setting;


In Suricata there are specific settings formeta-information,headers,payloadsandflows.



2.4 OSSEC


OSSEC is a free, open-source HIDS. It combines log analysis, integrity checking, windows
 registry monitoring, rootkit detection, time-based alerting, and active response, in to a
 full platform to monito and control the user’s systems. [6][7]


2.4.1 Architecture


OSSEC works by having a centralized manager that receives information from differ-
 ent sources to monitor and analyze, eg. OSSEC agents, syslogs, databases or agentless
 devices [6].


In this OSSEC architecture setup, the OSSEC agent is installed on a number of devices
in the system. These agents send their logs and information to the centralized OSSEC
server. The server then handles this information based on the configuration, ie. sends an
email alert, or performs active response.
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2.4.2 Rule Sets


OSSEC comes with an extensive list of default rules. It is highly discouraged to modify
 these rules as they are overwritten on every OSSEC upgrade [9]. However, there is a file
 local_rules.xmlthat one should use to write custom rules for OSSEC. If the user wants to
 change one of the default rules, a copy of the rule can be added to the local_rules.xml
 file, with the wanted modification and the<overwrite="yes">attribute added.


OSSEC rules are written in the well known XML format and supports a wide selection of
 attributes for optimal customization.


The following example rule detects whenever a USB is inserted into the agent, and gen-
 erates an alert.


<r u l e i d=" 10000000 " l e v e l=" 12 ">


< i f \ _ s i d>5100</ i f \ _ s i d>


<match> s c s i</ match>


<r e g e x>D i r e c t−A c c e s s</ r e g e x>


<d e s c r i p t i o n>NEW USB FOUND</ d e s c r i p t i o n>


</ r u l e>


Fig. 6: OSSEC Rule.
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2.5 ModSecurity


ModSecurity is a Web Application Firewall which provides protection from a range of
 attacks, including Cross-Site Scripting and SQL Injection.


As mentioned in the ModSecurity Reference Manual [10], it monitors the HTTP traffic
 and can do real-time analysis with little or no changes to the existing infrastructure.


Fig. 7: Example on how ModSecurity works.[11]
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2.6 Similar Projects

 Aanval

Aanval ("attack"in Dutch) is a commercial product designed to maintain Snort, Suricata
 and Syslog data. Originally developed by Loyal Moses in 2003 it still remains one of the
 longest Snort capable SIEM products in the industry.


Fig. 8: Aanval Live Event Correlation[12]
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Snorby is a web application written in Ruby On Rails for network security monitoring.


It currently works with systems such as Snort, Suricata and Sagan. Since Snorby is open
 source it’s a very popular choice amongst system administrators that want a nice and
 powerful web application to monitor the security of their network infrastructure.


Fig. 9: Snorby Listing Sessions[13]
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3 Requirement Specification


The requirement specification is based on the employers wishes and the developers de-
 cisions of what should be implemented in the IDSanity application to make the usage
 experience as good as possible for the employer. The chapter will discuss the program
 flow, operational, functional and system requirements.



3.1 Use Case


The following section will utilize use case diagrams to depict the general flow of the
 IDSanity application. It is not absolute, but it will give a general overview of interaction
 between the users and the system.


3.1.1 Use Case Diagram


3.1.2 Comments on Use Case Diagram


In the use case diagram there are only two entities which makes up the flow of the ap-
 plication. There is the System administrator which has access to all functionality in the
 system, and the basic user which has only the most basic read-only permission. This is
 because of the security issues that occurs when a user has more permissions than they
 are equipped to handle.


The use case is of a fairly simplistic art due to how the IDSanity should application oper-
 ates. There are generally very little nesting of the main functionalities, instead there are
 a lot of hidden functionality going on in the background, that are not described in this
 use case diagram.


Third-party library entities functionalities that none of the users of the system has any
control over, are also excluded.
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3.1.3 High level Use Case Descriptions


Due to the simplistic nature of the use case diagram, all use cases are described in a high
 level format to give some clarification and basic summarization of their functionality.


Use Case Show host information


Entity System administrator & Basic user
 System Command-line interface & Web-interface
 Goal Display information about the selected node


Description The system administrator and a basic user can select a node and show
 all relevant host information.


Output Host name, IP-address, nickname, operating system, last seen, last
 changed, software, list of rules


Use Case Ban node


Entity System administrator
 System Command-line interface
 Goal Stop communication with node


Description The system administrator can ban a node. The node will no longer be
 able to communicate with the master


Limitation Executed from Master node only.


Use Case Unban node


Entity System administrator
 System Command-line interface


Goal Regain communication with node


Description The system administrator can unban a node. The node will now be able
 to communicate with the master again


Limitation Executed from Master node only, and is dependent on that the node has
 previously been banned


Use Case Enable IDPS/WAF
 Entity System administrator
 System Command-line interface


Goal Enable the relevant IDPS or WAF program on a node


Description The system administrator can choose to enable the relevant IDPS or WAF
 program on a node to start functionality


Limitation Executed from Slave node only


Use Case Disable IDPS/WAF
 Entity System administrator
 System Command-line interface


Goal Disable the relevant IDPS or WAF program on a node


Description The system administrator can choose to disable the relevant IDPS or
 WAF program on a node to stop functionality


Limitation Executed from Slave node only
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Entity System administrator
 System Command-line interface


Goal Modify settings or information on a node


Description The system administrator can change settings or information on a node.


E.g Nickname or public-key path


Use Case Add rule


Entity System administrator
 System Command-line interface
 Goal Add a new IDPS or WAF rule


Description The system administrator can add a new rule for use in an IDPS or WAF
 on a node.


Use Case Drop rule


Entity System administrator


System Command-line interface & Web-interface
 Goal Deactivate or delete an IDPS or WAF rule


Description The system administrator can deactivate or delete an already existing
 rule from an IDPS or WAF on a node.


Use Case Show rules


Entity System administrator & Basic user
 System Command-line interface & Web-interface


Goal Show relevant information about the selected rules


Description The system administrator or a basic user can list information of rules
 based on id, software, IP-range or direction


Use Case Update rule


Entity System administrator & Basic user
 System Command-line interface


Goal Modify a rules information


Description The system administrator can modify rule information


Use Case Add-feed


Entity System administrator
 System Command-line interface


Goal Add a new rule feed from a selected source


Description The system administrator can add rule-feeds from a source that are kept
up to date and based on extensive threat intelligence conducted by the
feed vendor
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 Entity System administrator


System Command-line interface & Web-interface


Goal Select what rules should be active on which nodes


Description The system administrator can select a set of rules to be activated on the
 different nodes.


Use Case Retrieve log


Entity System administrator & Basic user
 System Command-line interface & Web-interface
 Goal Get relevant logs from the selected node


Description The system administrator and a basic user can chose to retrieve relevant
 logs from the different nodes in the system.


Output All log files


Use Case Show status


Entity System administrator & Basic user
 System Command-line interface & Web-interface
 Goal Get relevant status about a node or rule


Description The system administrator and a basic user can retrieve current status of
 a node or a rule.


Output If a node or rule is activated or not, number of triggers or error messages.


Use Case Initiate node


Entity System administrator


System Deamon


Goal Start a new deamon instance on a Master or Slave node


Description The system administrator start or stop the deamon on a selected node.


This will result in if the node is set up and a part of the IDSanity system
or not.
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The following two detailed use cases is just a small part of the use cases, but it shows the
 flow of the most important functions.


Name:Manage node-rule relations Actors:System administrator


Pre-condition: The CLI or the Web-interface must be set up and working. User is
 authenticated.


Post-condition:Modified settings will be sent to the relevant nodes and the entire
 system will be updated.


Trigger:User want to modify what rules that are active on a node.


Event flow:


1. System administrator requests the necessary information for options on what to
 do, from either the Web-interface or through the CLI.


1. Request node overview


1. Enable or disable rules based on the list of available rules on the selected
 node


2. Request rule overview


1. Select which nodes the given rule should be enabled or disabled on, based
 on the list of available nodes for that rule


2. System verifies that only valid options are selected
 3. System initiates the communication to sync modifications
 4. System verifies that the sync was successful


Event variation:


1. There are no valid information to request


1. The system administer will be prompted with an error explaining the situation
 2. The system administer can chose whether or not to try again, based on the error


message


3. There are no valid options to modify


1. The system administer will not be able to modify anything, and must have to
 add rules or nodes to the system to continue


2. Invalid options are selected


1. The system administer tries to enable a rule on an invalid node.


1. The node does not have to appropriate software to handle the rule


1. The system administrator has to update or install the required software
 to continue, and find the bug in the program that allowed the user to
 select an invalid option.


2. The node is not enabled


1. The system administrator has to enable the node to continue, and find
 the bug in the program that allowed the user to select an invalid option.


2. Sync verification failed


1. The system administrator is prompted the option to retry the sync, or to discard
current changes
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Pre-condition:Connection to the relevant node is up. The system administrator has
 written a valid rule to add to the node


Post-condition:A new rule has been added to one or more valid nodes
 Trigger:The system administrator needs better rule coverage in their system
 Event flow:


1. The system administrator has to decide which nodes the newly created rule should
 be activating on


2. Then the system administrator has to execute the correct command useing the CLI
 3. The system has to verify the rule


4. The system has to verify that the rule fits the selected node(s).


5. The system adds the new rule to the node(s)


6. The system must verify that the rule was added to the node(s)
 Event variation:


1. The rule is not valid, or does not fit one or more of the selected nodes
 1. The administrator gets an appropriate error message


2. The administrator can decide if he wants to force add the rule or not
 3. The system failed to add the rule to the node


1. The administrator gets an appropriate error message


2. The administrator must debug what might cause the problem



3.2 Functional Requirements


The functional requirements is a combined list of specific features that is desired in the
 IDSanity application by the employer and the developers.


3.2.1 Usability


There should be two different main ways to access IDSanity, which covers different func-
 tional needs.


These are: CLI & API.


The API allows for custom Web Interfaces and even GUIs to communicate with IDSanity
 in a standardized way.


CLI


The CLI should cover all administrative and operational functionality, and will be the
 system administrator’s main tool to manage the system.


All setup and initiation functionality, such as starting a Master or Slave node, can be done
 through the CLI only.


The CLI should have an extensive amount of functionality to meet the user’s needs.


Node related functionality


enableStarts the ID(P)S on a node. Slaves can only enable themselves.


disableStops the ID(P)S on a node. Slaves can only disable themselves.


banOnly available for master. Ignore messages from the node.


unbanOnly available for master. Allow messages from the node (default).
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statusChecks the current status of a node and getsallsub-command information
 last-seenGets only the last-seen info for a node


last-updateGets the last-update time for a node


ipaddressGets only the IP-address for a node (only master available for slaves)
 hostnameGets only the host name of a node


setAllows modifying host information (not unique ID)
 nicknameSets the nickname for a node.


public-keySets the path to the public key on the node


rulePerforms actions on rules for that specific node (see rule actions below)
 logRetrieves the most recent log information from a node.


Rule related functionality
 addAdds a new rule
 updateModifies a rule
 dropRemoves a rule
 showShows all rules


idShows a specific rule by ID.


softwareShows rules by software.


ipShows rules by IP-address or IP-range.


outgoingShows rules for outgoing direction
 incomingShows rules for incoming direction
 Web Interface


The main functionality of the Web Interface is to give a simple, intuitive and fast overview
 of system status. The Web Interface is the system administrator’s main way to monitor
 and document the situation. This should also be more accessible for the users without
 extensive knowledge of headless systems, such as upper management or trainees.


The Web Interface should support the newest release of all WebKit and gecko -based
 browser, including IE 7 and above.


It should also be accessible through the use of mobile devices, but limited to the most
 essential functionality ie. node status.


A RESTful API should be implemented in such a way that the Web Interface can commu-
 nicate with the master directly and perform the same actions as the CLI.


The main information screens in the Web Interface is the Node overview and the Rule
 overview screen.


Node overview The Node overview screen should at least have the following basic
 functionality.


∙ Show node status - e.g enabled, disabled, IP address, host name, ID(P)S soft-
 ware


∙ Number of active rules


∙ Information about the node host


∙ Information about the installed software on the node


By selecting a specific rule in the node overview, information about that rule should
be displayed and options to administer the rule comes up.
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 should be displayed.


∙ Overview of all rules on all nodes


∙ Detailed list of available rules


∙ Functionality to manage what rules should be on which nodes
 3.2.2 Performance


∙ One of the biggest performance problems with the IDSanity application will be the
 amount of bandwidth required for all the communication between nodes. To reduce
 the bandwidth requirement, all communication should be compressed.


∙ To minimize hardware resource requirements, only well tested libraries and the newest
 software releases should be utilized.


3.2.3 Security


∙ Information leakage is always a possibility when sending information over the net-
 work. To ensure that the information can not be read in case of a leak, all communi-
 cation must go over SSL


∙ To prevent MITM attacks, public key cryptology should be utilized. By doing this, the
 nodes can be sure that they communicate with the correct counterpart.


API


IDSanity should provide an API which should run in the background and provide the
 same functionality as the CLI provides to allow applications such as custom GUIs or Web
 Interfaces to interact with IDSanity. This API should restrict functionality such as directly
 creating Nodes, or modifying existing nodes’ unique_identifier, and should also restrict
 access based on a pre-set API key or IP address.


Access to the API should only be allowed with the pre-set key used in an algorithm
 such as HMAC to create temporary tokens for each individual action, and access should
 optionally be restricted to the local host.


Each resource should be accessible using standard RESTful behaviour, where HTTP
 states such as GET represents a SELECT query, PUT represents an UPDATE, POST repre-
 sents an INSERT query and DELETE represents a DELETE query.



3.3 Operational Requirements


The operational requirements is a combined list of vague functionality that is desired in
 the IDSanity application by the employer and the developers.


3.3.1 Usability


Requirements for usability is divided into CLI usability and Web Interface usability, due
 to different targeted user groups and functionality.


CLI


∙ The IDSanity CLI should be targeted to system administrators with basic knowledge
of how Snort, Suricata, OSSEC and ModSecurity operates.
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 the program.


∙ The navigational structure, such as command options, should be similar to how how
 Snort, Suricata, OSSEC and ModSecurity.


Web Interface


∙ The IDSanity Web Interface should be targeted to users without the basic knowledge
 of how Snort, Suricata, OSSEC and ModSecurity operates.


∙ The design should be in such away that every action requires the minimal amount of
 key presses possible.


∙ The Web Interface should communicate with the API


∙ The Web Interface must display an overview of all nodes and their status, such as rules
 and activity, in an intuitive way so that the user can gather the necessary information
 easily.


3.3.2 Availability


IDPS and WAF rule sets are regularly updated due to the increasing threat-intelligence
 community and technology. It is important to always be up-to-date and a crisis where
 access to the system is need, can happen at any time. Because of this, availability is a
 crucial factor.


∙ The IDSanity application system should have a minimum uptime of 98%, where the
 last 2% should cover updates, restarts, rule generation and system errors.


∙ Try-Catch-blockers shoud be implemented, and exceptions should be captured to en-
 sure stability and reduce program-crashes.


3.3.3 Reliability


When dealing with security, reliability is an important aspect to consider. To ensure reli-
 ability of the of the information and rule sets, the following requirements must be met.


∙ To prevent corruption or unwanted tampering of the rules sets, the entire rule set on
 each node should be regenerated each time a change is committed on the master and
 with regular intervals.


∙ Access to direct manipulation of the database should be restricted to IDSanity appli-
 cation, and the system administrator.


∙ Every change made to the system should be logged for future reference and for relia-
 bility control.


∙ Rule sets should always be able to return to a previous state, in case of user mistakes
 or system errors.


∙ All slaves should always mirror their masters rule sets, to ensure synchronous rule
sets across the system.
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Due to the lack of hardware on most IDPS and WAF nodes, it is important that the
 IDSanity application performance is optimized.


Failure to meet the performance requirements might result in stability issues, or in worst
 case scenario, not being able to run the application. To ensure performance of the system,
 the following requirements should be met


∙ Only libraries that are proven to be compatible with each other should be used


∙ The minimal amount of packages and libraries should be loaded at any time
 3.3.5 Environment


IDSanity stability and functionality is reliant on a overall stable environment, both soft-
 ware and hardware.


Software


∙ IDSanity should run on OSX, Windows and *nix


Hardware


∙ The hardware should meet the minimal requirement to run the base IDPS or WAF
 application in addition to the IDSanity application.


∙ A stable access to electricity, is important to ensure uptime.


3.3.6 Documentation


Documentation is important to ensure that future development is done properly and to
 ensure that the user is operating the IDSanity application as intended, and that future
 development can continue without unnecessary confusion.


Inline documentation should be provided to the point where no function should baffle
 a potential future developer, and each class and function should begin with adocstrings
 that explains that class or functions attributes or parameters, and the intended purpose.


∙ All Python development code should follow the PEP8 standard. This will make the
 code more readable, which helps with future development and increases the change
 to catch code-design flaws.


∙ The documentation tool Sphinx should be used to generate detailed and easy to read
 documentation.


∙ Each class and function should begin with a docstring explaining its purpose


∙ Docstrings should contain reStructuredText notation to allow Sphinx to generate de-
 cent documentation


3.3.7 Security


To ensure the security within the IDSanity application itself, the following requirements
 must be met.


∙ A Public Key Infrastructure must be used between the master and the slave, to ensure
secure communication and prevent information leakage.
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∙ Every event should be logged.


∙ Source-code analysis should be conducted regularly to ensure minimal amounts of
 bugs and possible exploits.



3.4 System requirements


To ensure that IDSanity runs optimally in the GUC IT Departements system environment,
 the following technical requirements must be met.


Database


PostgreSQL 9.2.x or newer should be used when implementing database function-
 ality.


Programming language


The IDSanity system and all related applications can be developed by the following
 programming languages.


∙ PHP


∙ Python


∙ C/C++


∙ HTML/CSS/Javascript
 Operating System


IDSanity must run on CentOS 6.5 and newer, or Debian 7.x
 Authentication


LDAP should be supported to gather information about system users.


Libraries And Frameworks


To implement secure and tested functionality without re-inventing the wheel, the
 following libraries and frameworks should be used.


PyCryptoFor PKI implementation and signatures
 Beautiful SoupFor parsing of XML


Python-LdapFor implementing LDAP authentication when accessing the Master
 node


Python-Json-loggerFor logging and parsing in JSON format
 ConfigParserFor maintaining and parsing configuration files
 TwistedFor network communication and service creation
 SQLAlchemyFor database object-relational mapping
 psycopg2For PostgreSQL support in SQLAlchemy
 FlaskFor simple, lightweight web services


Flask-restfulFor creating a RESTful API with Flask
 marshmallowFor JSON serialization of Python objects
 blessingsFor CLI formatting with colors


dmidecodeFor parsing smbios and DMI data to generate unique hardware based
IDs
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4 Design


In this chapter we will describe how IDSanity is designed and how the underlying archi-
 tecture work. Since IDSanity is a prototype and not a production-ready system we expect
 that the application will change over time, both in terms of architecture and GUI.



4.1 Sequence Diagram


The sequence diagram shows the IDSanity applications internal communication flow
 in detail. The diagram will take in account the main entities, Slave and Master, their
 databases, and their relevant models.


The following diagram displays the synchronization functionality which ensures that the
 rules are the same between the Slave and the Master.


Fig. 10: Sequence Diagram.


1. The initial step in the synchronization functionality is for the Slave to find it’s system
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2. To do this the Node model contacts the Slave database.


3. If the requested information exists in the database, it is returned to the Node model.


However, if no node information can be found, it will create it.


4. After the Node model receives the node information, it relays it directly to the Slave
 5. When the Slave has gathered all the initial information, it can verify it’s information


by creating a hash of it’s rule set, and sending it to the Master


6. The Master then has to contact it’s Node model to find the correct Slave information
 7. The Node model has to relay the request to the Masters Database


8. The database returns it’s relevant information back to the Node model
 9. Which again sends the information to the Master


10. Now the master can compare the rule set hash it got from the Slave, and the infor-
 mation it had in it’s own database. If the hash matches, it means that no changes
 has happened since the last synchronization check, and the function terminates by
 responding with a NOOP message


11. However, if the hash do not match, the rest of the synchronization is executed. This
 happens when the Master requests all the current rules from it’s database


12. This rule set request has to go though the Rule model
 13. Which again executes the correct database select query
 14. The database then returns it’s query results to the Rule model


15. The Rule model filters the results and sends the related rules to the Node model
 16. Which again formates the list of rules for future use, and sends the rules as a list


message of JSON objects back to the Slave


17. Now the Slave has to loop through the list of objects.


18. This loop starts by sending the current rules SID to the Rule model
 19. Which executes the correct select query in the Slave database.


20. The database then returns the information it has on the relevant SID to the Rule
 model


21. The Rule model creates a Rule object based on the information, and sends it to the
 Slave


22. If the Slave finds that the rule it received is different from the one it already has in it’s
 database, then it sends a update request at the relevant attributes to the Rule model
 23. The Rule model executes the requested update query. Repeat until all rules are looped


through


24. The Slave then rehashes it’s ruleset, and dispatches the relevant event The last stages
will be performed in reverse if the Slave had the newest version of the rule set, and
the master need an update.



(36)
4.2 Deployment Diagram


Fig. 11: Deployment Diagram.


In the deployment diagram above we have illustrated how the application is meant
 to be deployed in a working infrastructure.


Management Server


The Management Server is running an operating system (*nix, Windows or OSX) and
 IDSanity is running as a service in the background. IDSanity communicates with a run-
 ning database in the background (i.e. PostgreSQLk) on the same server. TheManagement
 Serverhave a copy of all the different rule sets which are active or inactive on each of the
 nodes in the network.


Node


Each node on the network communicates directly with theManagement Server. The nodes
 are either running *nix, Windows or OSX and sends all of its rules to the Management
 Server.


There’s also a database running in the background on each node, which keeps track of
all the active or inactive rules.
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Since IDSanity is using Twisted as its core framework, it’s easy to do the communica-
 tion over SSL/TLS. Even though IDSanity can communicate with theManagement Server
 using only HTTP, it is recommended that the communication is done over SSL/TLS to
 ensure a secure way of transmitting rule sets.



4.3 Class Diagram


Fig. 12: IDSanity Class Diagram


The class diagram illustrated above shows the most vital classes for the IDSanity ap-
 plication, their properties, and their relationship to one another.


All 3rd party library classes are intentionally omitted from the diagram, since the dia-
gram serves the purpose to provide an overview of the relationships between the main
functionality classes withing the application.
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4.4 ER-Diagram


Fig. 13: Entity-Relationship Model


Since we have a relatively complex database layout we have created an ER-diagram
 in order to give an overview of the database.


This diagram shows how all the different tables in the database are connected together
and how therelationshipsanddependenciesbetween them are.
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5 Implementation


This chapter describes how IDSanity is implemented both in terms of underlying technol-
 ogy and functionality, and how everything described in the previous chapters has been
 solved. This also includes parts of the source code and illustrations.



5.1 Software Licence


Since this application is meant to be open-source we had a few different software licenses
 to choose from. We mainly discussed wether to use the BSD, Apache or MIT lisence.


Even though there are similarities between the three, there is also a few important dif-
 ferences.


BSD


With this license you let people do anything with your code without warranty, as long as
 the author is attributed.


Apache


This is a permissive license that provides an express grant of patent right from con-
 tributers to the users.


MIT


A short and to the point license that allows people to anything with the code, as long as
 the autors are attributed. The code is also provided without warranty.


After a short discussion within the group and with the employer we decided to use the
 MIT license.


As stated before this license is short and to the point and easy to understand. It is also
 required to include the license as well as a copyright notice.


The authors can also not be hold liable of any problems or damages because of the code.


Because of this we think the MIT lisence is the best choice for the IDSanity project.



5.2 Development Environment


This section describes the technology used to develop IDSanity and how the backend of
 this application was implemented during the development period.


Python


Even though Python is at version 3.4.3 we decided to use Python 2.7.x. After a discussion
 and some research into the subject matter, we discovered that Python 2.7.x still has the
 best support. And since IDSanity is using a good amount of pre-existing packages, we
 needed a Python version with good support for the newest ones available.


PostgreSQL


One of the requirements from the employer was that IDSanity should use PostgreSQL as
 the database backend.


PostgreSQL is becoming a more and more popular [14] database management system
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 object-relational database management system (ORDBMS).


This is similar to a relational database, but uses a object-oriented approach where objects,
 classses and inheritance is directly supported by the database.


Operating System


IDSanity is mainly developed for CentOS and Debian since this is the operating systems
 used by the employer, but the application may also work on other Linux distributions.


IDSanity is made as cross-platform as possible, making it possible to run the application
 on *nix, Windows and OSX.


Integrated Development Environment (IDE)


As a part of the development process two editors/IDEs, namely PyCharm and Atom, has
 been used.


PyCharm


PyCharm is a Integrated Development Environment used for programming in Python.


It includes code-analysis tools, a debugger, unit testing, version control and also have
 support for web development with Django.


It’s a cross-platform application and does provide a free version as well as a paid, pro
 version.


Fig. 14: PyCharm Integrated Development Environment.
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Atom is a hackable and open-source editor made available through Github. It’s highly
 customizable using for example CSS and Javascript.


Node.js is integrated so it’s really easy to create your own extensions or download pre-
 existing ones.


The design and functionality mimic that of Sublime Textwhich has been a very popular
 editor for many years now.


Fig. 15: Atom Editor.



5.3 Writing New Modules


This section will describe how other developers can create their own modules to use
 with IDSanity. It will go through what is required and what’s optional in order to get the
 module up and running.


Inherit The Base Module


IDSanity ships with a BaseModule all other modules need to inherit from in order to
 work and get the necessary functionality.


In order for this to work we first need to import the BaseModule, as seen inline #1.


Then you create a class of your choice and inherit from the BaseModule you included
 before.


1 from base_module import BaseModule
 2


3 class SuricataModule (BaseModule):


4 """


5 SuricataModule detects running instances of Suricata and


6 parses rules .


7 """


Fig. 16: Creating a module: Inheritance.



(42)Hooking Into Events


The modules have no functionality if you don’t make them react to the events available
 in IDSanity. For a full list of theCore Eventsavailable, check out subsection 5.6.4.


In order for this to work you need to setup an event hook. An example on how to accom-
 plish this is shown in the code example below.


We first create a contructor by using the built-in function "__init__(self)". In this con-
 structor we setup the event hookby specifying which events we want to react to and
 which function that should be run when a specific event is dispatched.


On line #10 we tell IDSanity that when the event "on_node_create_self" is dispatched,
 the method "detect_suricata()" should trigger.


"detect_suricata()" is a method we define later in the class.


1 from base_module import BaseModule
 2


3 class SuricataModule (BaseModule):


4 """


5 SuricataModule detects running instances of Suricata and


6 parses rules .


7 """


8


9 def __init__ (self):


10 self.events.hook(" on_node_create_self ", self, " detect_suricata ")


Fig. 17: Creating a module: Event Hooking.


Creating The Method That Will Trigger


The last thing to do is to create the method that will run when the event is dispatched.


This is just a normal method as any other method in Python. This method obviously need
 to be named exactly the same as in the event hook in "__init__(self)".


1 from base_module import BaseModule
 2


3 class SuricataModule (BaseModule):


4 """


5 SuricataModule detects running instances of Suricata and


6 parses rules .


7 """


8


9 def __init__ (self):


10 self.events.hook(" on_node_create_self ", self, " detect_suricata ")
 11


12 def detect_suricata (self):


13 """


14 Tries to detect if Suricata is running .


15


16 : return : True if detected , False otherwise


17 """


18 if os.path.isfile('suricata . yaml ') or self.get_pid('suricata '):


19 return True


20 return False


Fig. 18: Creating a module: Event Hooking.
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As soon as the Module is done, you need to register the Module in IDSanity. The way ID-
 Sanity works is that it will only load and activate modules that exists in the configuration
 file, as shown in the figure below.


[configuration]


master = 1
 port = 9595
 modules =


SurricataModule
 [postgresql]


host = localhost
 database = idsanity
 user = idsane
 password = idsanity
 Fig. 19: IDSanity: Configuration file.


In the modules section you specify which modules IDSanity should load. So as long
 the module name is included in the configuration file and the module itself exists in the
 modules folder, the module should now be loaded by IDSanity and react to the events
 you have specified.


The complete source code of the Suricata module is listed on the next page.
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