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Problem description


The topic of this thesis project is automated penetration testing. A penetration
 test is a method of evaluating the security of a computer system or network by
 simulating an attack from malicious outsiders and/or insiders. Several procedures
 carried out during penetration tests can be easily automated. However, automated
 tools have many limits and manual testing is required to cover enough test cases
 to certify the security of a system/network.


The thesis project addresses the problem of automated penetration testing
 limitations by studying the differences with manual testing. This includes
 understanding where and how human reasoning is needed and what trade-offs
 need to be considered when choosing between manual and automated testing
 procedures. The purpose of the thesis project is to improve the way penetration
 tests are automated, with a focus on penetration tests performed in production
 environments, i.e. systems with high availability requirements.


By understanding and following the logic used in manual testing as well as
 the current level of automation used by security companies, the work carried out
 during the project will focus on making automated tools behave more efficiently.
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Abstract


The focus of this Master’s thesis project is automated penetration testing. A
 penetration test is a practice used by security professionals to assess the security
 of a system. This process consists of attacking the system in order to reveal flaws.


Automating the process of penetration testing brings some advantages, the main
 advantage being reduced costs in terms of time and human resources needed to
 perform the test. Although there exist a number of automated tools to perform the
 required procedures, many security professionals prefer manual testing. The main
 reason for this choice is that standard automated tools make use of techniques
 that might compromise the stability and integrity of the system under test. This is
 usually not acceptable since the majority of penetration tests are performed in an
 operating environment with high availability requirements.


The goal of this thesis is to introduce a different approach to penetration testing
 automation that aims to achieve useful test resultswithout the use of techniques
 that could damage the system under test. By investigating the procedures,
 challenges, and considerations that are part of the daily work of a professional
 penetration tester, a tool was designed and implemented to automate this new
 process ofnon-aggressivetesting.


The outcome of this thesis project reveals that this tool is able to provide the
 same results as standard automated penetration testing procedures. However, in
 order for the tool to completely avoid using unsafe techniques, (limited) initial
 access to the system under test is needed.


iii
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Chapter 1 Introduction


This thesis focuses on automated penetration testing. A penetration test is a
 practice used to assess the security of a computer system by acting as a malicious
 attacker trying to gain access to the system. The outcome of the test reveals
 whether the system is vulnerable to an attack in a certain scenario. There exist
 several types of penetration testing, depending on what assets need to be tested
 (e.g. a network, a single machine, a web application). This thesis will focus
 on network-based penetration testing, one of the most common types of security
 testing. The main reason for choosing network-based penetration testing is that
 this testing involves several repetitive tasks that can be performed remotely via a
 network connection, therefore it is desirable to automate them.


The purpose of penetration testing automation is to reduce the costs in terms
 of time and people needed to perform the test. The time (and human resources)
 that is saved can be used to provide a broader testing range (see for example
 [14]). Disadvantages of automation include limited pivoting∗, generation of false
 positives, stability issues, and less intelligent analysis of potentially sensitive data.


The thesis project is carried out at Truesec AB, an IT security company based
 in Stockholm. An important aspect of this thesis project is to understand Truesec’s
 needs in the context of penetration testing automation and to provide a solution to
 their current problems.


∗A pivot attack consists in compromising one machine and launching a new attack from that
 machine, to reach other areas of the network.


1
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1.1 Problem Statement


There exist a number of tools that can be used to perform automated
 penetration testing. Some of these tools are described in section 2.4. In certain
 situations, these tools perform well and minimize the amount of manual work
 needed to perform a penetration test. An obvious question is: "Why are automated
 penetration testing tools not used by all security professionals?". The answer is
 that most tools that automate the penetration testing process involve the active use
 ofexploits∗(see section2.2.3.4).


Exploiting a vulnerability can often cause a system or service to crash or fail
 to perform its legitimate purpose. This makes penetration testing a risky practice,
 since many tests are performed in a production environment∗∗. The stability
 and integrity of the target system are extremely important in most situations and
 one cannot simply accept that the automated tools may cause the system to stop
 functioning. Therefore, penetration testers often prefer manual testing, so that the
 human tester maintains control of the testing process and thus can assure that only
 safe techniques are used.


Another reason why penetration testers might prefer not to use automated tools
 is that the aggressiveness and intrusiveness of such tools are not only dangerous to
 the reliable operation of the system, but often an aggressive and intrusive action is
 not even needed to compromise the system. By investigating Truesec’s procedures
 and results it emerged that in most cases the testers do not need to utilize risky
 exploits as automated tools would. Instead, basic and conceptual mistakes in the
 system under test allow the attacker to take full control of the system, confirming
 that aggressive and sophisticated attacks are generally unnecessary.


An important aspect to consider is the value of the outcome of the test from the
 customer’s perspective. A final report, containing the results of the test, includes
 a list of vulnerabilities and should lead the customer to take a set of mitigation
 actions in order to increase the security of their system. The standard automated
 tools target known vulnerabilities that in most cases can all be addressed by the
 same mitigation technique: implementing a patch management policy. Finding a
 large number of these vulnerabilities does not increase the value of the testing. In
 practice, the most critical vulnerabilities are often the more basic ones, and these


∗Within the context of this thesis, the termexploitrefers to leveraging a software flaw/bug as
 opposed to exploiting weaknesses in the system. For instance, attempting a login using default
 account credentials is not considered an exploit.


∗∗The term production environment refers to a phase in the System Development Life Cycle
characterized by the need for a very high availability, since a failure in this phase could potentially
cause severe damage to the business, as the business may be very dependent upon the correct and
timely operation of the system.
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 can be discovered by less aggressive tests that usually result in a useful feedback
 to the customer.


Another limitation of standard automated tools is that network dependencies
 are usually not considered. For example, a cracked password that is used to access
 one machine could be used to access several different services in the system.


Although it is quite straightforward to implement such behaviour, this knowledge
 is normally not exploited by an automated tool, but is readily exploited by a human
 tester.


Nowadays, a penetration tester who cares about the integrity and stability of
 the target system is obliged to conduct most of the work manually, resulting in
 high costs. The currently available automated tools do not take into consideration
 the risk to the system under test, thus a different approach to automating
 penetration testing is needed to address these issues.



1.2 Goals of the Thesis


The main goal of this thesis is to examine in depth how non-aggressive
 penetration testing is conducted and to design and possibly implement an
 automated tool that utilizes this approach. The purpose is to evaluate a different
 approach to automated penetration testing that unlike standard automated tools
 focuses onmethods and techniques that preserve the integrity and stability of the
 system under test. The question that the thesis tries to answer is whether such an
 approach can provide the same results as standard automated penetration testing
 procedures, but without making use of techniques that could cause damage to the
 system under test.


This new tool should be suitable for use in production environments, should
 automate everything that can be done safely and without risk of service interruption
 (although it may degrade service for some periods of time), and should identify
 more dangerous techniques that might be used by the human tester. As mentioned
 in section1.1 this non-aggressive approach is often sufficient to compromise the
 system and can provide the customer with valuable information that could be
 used to increase the level of security realized by their system. In situations where
 this non-aggressive approach is not sufficient to compromise the system, the tool
 would serve as an initial step in the testing process, by eliminating repetitive
 manual testing. Dependencies in the system under test should also be exploited to
 extend the compromised area and to safely harvest additional useful information.


Additionally, the tool should provide the customer with an interactive report
of the testing results. After countermeasures have been adopted by the customer,



(22)it should be possible to reproduce the steps that led to the discovery of a
 vulnerability in order to verify that the problem has actually been solved. This
 functionality would allow the customer to easily evaluate the effectiveness of
 the solutions without the need for a professional security tester, hence this
 professional would only be needed for the penetration testing itself.


Furthermore, the penetration tester should be able to manually influence
 the behaviour of the automated tool when needed. It should be possible to
 select between different levels of automation and manually provide the software
 with additional information, when available (e.g. IP address of a host in the
 network that was not discovered automatically). This characteristic would give
 the penetration testing tool the flexibility needed to fill potential gaps that could
 be left behind in the automated process.



1.3 Structure of the Thesis


Chapter 1 has described the problem and the specific goals of this thesis.


Chapter 2 provides the background necessary to understand the problem and
the specific knowledge that the reader will need to understand the rest of this
thesis. The standard penetration testing process is explained, common tools
are briefly described, and some efforts to automate the testing procedures are
analysed. In chapter3, the methodology and the steps followed during this thesis
project are explained. A description of safe penetration testing techniques based
on the observation of the tests carried out by Truesec is presented in chapter 4,
and the main differences with an aggressive approach are analysed. In chapter
5, the design of the architecture of the new automated tool is presented, while
the definition of the logic that follows the safe penetration testing approach is
illustrated in chapter6. The main aspects deriving from the implementation of the
new tool are presented in chapter7. Chapter 8describes the current state of the
implemented application, as well as the virtual scenario that was set up to test the
new tool, and the results of these tests. Finally, chapter9reports the conclusions
of this thesis project, and suggests possible future improvements and extensions
to the new tool.
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Chapter 2 Background


This chapter gives an overview of the main elements needed to fully understand
 the rest of this thesis. Section 2.1 presents the main motivations behind
 the decision of performing a penetration test. In section 2.2 the standard
 penetration testing process is described. Understanding this part is essential
 for the development of a tool to automate the process. Several tools, utilities,
 and frameworks are then presented. Some are part of the common toolkit of a
 penetration tester (section2.3), while others (section2.4) aim at automating the
 penetration testing process. The automated tools described in this chapter behave
 in a way that normally does not comply with the idea of non-aggressive testing
 introduced in this thesis. The main issues will be described in the appropriate
 sections.



2.1 Why perform penetration testing


There are several reasons why an organization should hire a security
 professional to perform a penetration test. The main reason is that security
 breaches can be extremely costly. A successful attack may lead to direct financial
 losses, harm the organization’s reputation, trigger fines, etc. With a proper
 penetration test it is possible to identify security vulnerabilities and then take
 countermeasures before a real attack takes place.


A penetration test is generally performed by people external to the organization
 responsible for the system under test. Consequently, the testers operate with a
 different point of view of the system’s resources and may be able to identify issues
 that were not readily visible to internal operators.


Another reason for performing penetration testing is that it can be a forcing
5



(24)function to cause the system operator to keep the system up-to-date with respect to
 the latest vulnerabilities. New bugs and security issues are frequently discovered.


An organization may use periodic penetration testing to maintain an updated
 security level.


The result of a penetration test helps an organization to prioritize their risks. A
 specific security breach produces a certain damage to the organization. Depending
 on the severity of the issues that are identified, it is possible to appropriately plan
 a mitigation strategy with a stronger focus on more critical issues.


Since a penetration test simulates a real attack, it is a good chance for assessing
 the preparation of the organization’s technical staff in such situations. For
 example, if the testers are able to compromise the system without anyone noticing,
 it is a clear indication that more effort should be put on security awareness and
 incident handling.


Penetration tests may also be required for security compliance. For example
 the Payment Card Industry Data Security Standard (PCI DSS) requires penetration
 testing to be performed at least annually and after any significant upgrade or
 modification to the system [21].



2.2 The penetration testing process


The purpose of a penetration test is to evaluate the level of exposure of the
 system under test and to determine whether ways to break into the system exist. In
 order to properly perform a valuable and legitimate test a few operations need to be
 performed in addition to the actual testing phase, as described in this section. The
 process of a professional penetration test can be divided into four main phases:


initiation, preparation, testing, and reporting.



2.2.1 Initiation


The initiation phase involves an initial discussion with the customer (owner
of the system under test) aimed at establishing an agreement with the penetration
tester(s). In this phase, the two parties define the scope of the test, the people
responsible for the different tasks, the actions that the testers are allowed to take,
and the test scheduling. A team is set up and (emergency) contact information is
exchanged.
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2.2.2 Preparation


Before starting the actual penetration testing, a preparation takes place
 according to the agreement established during the initiation phase. If more than
 one penetration tester is involved in the testing, then the work is organized and
 divided within the team. Depending on the tasks that need to be executed, tools
 are chosen and configured accordingly. This phase requires the penetration testers
 to take into consideration the integrity and stability of the system under test. As
 discussed in section 1.1 this is a critical aspect when establishing what actions
 will be taken during the test.



2.2.3 Testing


This phase contains the actual testing and closely resembles the hacking
 process∗. Every action taken during the testing phase must be logged so that it
 will be possible to analyse the history in case unexpected situations arise. The
 communication with the customer is also important in specific situations where
 the penetration tester needs the approval of the system’s owner before taking
 an action. The testing process involves several different steps, described in the
 following sections. Some of these steps are repeated over time when new pieces
 of information are gathered that allow the tester to fill in earlier gaps or to explore
 new areas of the system under test.


2.2.3.1 Target identification


Target identification consists in gathering information on the system under
 test such as available domains, IP addresses, internal resources, security policy,
 etc. The importance of the target identification phase depends on the amount
 of information available to the penetration testing team at the beginning of the
 test. Identifying the target is essential, especially in the context of an external
 penetration test, i.e. when the tester has no initial access to internal resources.


Useful information can be discovered with a number of different techniques, such
 as probing a website, gathering information from search engines, or performing
 social engineering [15].


∗In the context of this thesis, the termhacking processrefers to the steps taken by an attacker
who is not authorized to access the system and whose goals are usually of a malicious nature.
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Port scanning is the first part of the penetration testing process that involves
 an active interaction with the system under test. It consists of probing the network
 for the purpose of finding which hosts are present, what ports are open, and what
 services are running. A tool is usually used to perform this task (see for example
 nmap - described in section2.3.2).


2.2.3.3 Enumeration


Once the penetration tester has built an overview of the hosts and services
 that are part of the system under test, it is time to identify those that are most
 likely to be vulnerable. Enumeration consists of gathering information about the
 services in the system in addition to the results of the port scan. Examples of
 such information are the version of the service in use, well-known vulnerabilities,
 password lockout policy for a specific service, etc. This knowledge allows the
 tester to identify the weakest point(s). The experience of the tester is of great help
 in this phase, although tools can also be used to support the tester.


2.2.3.4 Penetration


Penetration is the act of exploiting a weakness that has been identified in
 the system under test. As described in [8] an exploit is the means by which a
 penetration tester (or an attacker) takes advantage of a flaw within the system,
 resulting in a behaviour that the developers never intended. The goal of the
 exploitation is to gain access to a certain resource, for example by obtaining a
 remote shell used to control a machine over the network. Examples of common
 exploits are buffer overflows, SQL injections, configuration errors, etc.


Since exploits are likely to cause temporary or permanent damage to the
 system under test, it is the penetration tester’s responsibility to determine whether
 it is acceptable to use a certain exploit. Maintaining good communication with
 the customer usually helps the tester to make these decisions. As described in
 chapter1the tester is usually not allowed to perform actions potentially dangerous
 to the stability and integrity of the system under test, hence the concept of
 non-aggressive penetration testing described in this thesis.


In contrast to what happens in a penetration test, stability issues rarely
affect the penetration phase of the hacking process. Generally, a hacker is not
concerned with the possibility of service interruption due to the adoption of
aggressive exploits, unless the use of such exploits would increase the probability
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 of detection.


2.2.3.5 Escalation


When a vulnerability is successfully exploited, the access gained to a resource
 is often limited. For instance, the penetration tester could gain access to a
 low-privileged user account, but higher privileges are needed to perform certain
 operations. The escalation phase consists in further exploiting a resource to
 increase the influence of the tester on the compromised machine.


2.2.3.6 Getting interactive


The fact that a host in the system under test is compromised does not
 necessarily mean that it is easy to control it. An interaction mechanism is needed
 for the penetration tester to perform operations on the compromised machine
 in the same way an administrator would. Sometimes, exploits directly provide
 the tester with an interactive interface (e.g. a shell to remotely control the
 resource), but when this is not possible an additional phase to gain interactive
 access (graphical or command line based) is needed.


2.2.3.7 Pillage


Pillaging takes place when (limited) access is gained to the system under
 test, and consists in harvesting information about the compromised resource and
 potentially other network entities (e.g. routers or hosts). The goal of this phase
 is to expand the influence of the penetration tester on the system and possibly
 identify additional vulnerabilitieswithoutthe need to exploit them. For example,
 the tester could extract credentials from local databases, read the users’ passwords
 in their hashed form, analyse firewall configurations, etc.


2.2.3.8 Clean up


A professional penetration tester must not leave anything on the system that
was installed during the test. Every altered configuration must also be restored
to its original state. The purpose of the clean up phase is to avoid introducing
additional vulnerabilities in the system under test. The goal of this phase is
different from a hacker’s perspective. A hacker is concerned with removing
all traces of his/her presence in the target system to avoid being detected and
identified. However, a hacker might be interested in leaving a backdoor, i.e. a



(28)mechanism to later regain the same access level without the need for exploiting
 the system again.



2.2.4 Reporting


The final phase of a penetration test is to report the results of the test. The
 report includes a description of the vulnerabilities that were encountered during
 the test, how it was possible to exploit them and suggestions on how they could
 be fixed. From the customer’s perspective, simply receiving a list of the issues
 that were identified does not provide much value. Therefore, it is often preferred
 to organize a workshop where the content of the report can be discussed and
 the penetration testers can clearly explain to the customer what really happened
 during the penetration test. Another advantage of a follow-up workshop is that
 the severityof the vulnerabilities that were found can be discussed and defined
 together with the customer. The severity indicates the level of danger of a
 vulnerability and it is based on two factors: the likelihood that a vulnerability will
 be exploited and the damage that a possible exploitation may have on the business.


The penetration tester only knows the technical severity, but the customer should
 estimate the consequences that a specific security breach would have on their
 business.



2.3 Tools for penetration testing


This section presents some of the most common tools used by security
 professionals when performing penetration testing. These tools help the testers
 perform specific tasks and are therefore not considered to be automated tools.


During the design phase of this thesis project, the inclusion of some of these tools
 was considered as part of the automated application proposed in this thesis.



2.3.1 Metasploit Framework


Metasploit [7] [8] is an exploitation framework. It provides several tools,
utilities, and scripts to execute and/or develop exploits against targeted remote
machines. Referencing the penetration testing process explained in section 2.2,
the Metasploit framework is usually used to cover the phases of Penetration,
Escalation, and Getting interactive; although tools are included in the framework
to assist the penetration tester during other phases as well.
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 The Metasploit framework is an open-source software development kit.


This framework was acquired by Rapid7 in 2009 and served as basis for two
 commercial editions released later: Metasploit Express and Metasploit Pro. A
 statement on Rapid7’s website illustrates the commitment of the company to
 always maintaining the Metasploit framework as open-source software and that
 it will be free to download and use. This will be an important consideration when
 deciding how independent from other software the tool designed during this thesis
 project should be.


When using Metasploit to exploit a remote target, a penetration tester needs to
 collect information about the target in advance. This information can be collected
 using tools (e.g. Nmap) and it is used to identify potential vulnerabilities in
 the target machine. Metasploit includes a large number of exploits for several
 different applications, protocols, and operating systems that can be launched once
 a vulnerable service has been spotted. It is up to the penetration tester to select
 (manually or with the help of software tools) the appropriate exploit matching the
 vulnerability that has been identified. When executed, the exploit will leverage
 the vulnerability of the target machine and, if successful, will allow the tester to
 remotely execute arbitrary code. The code that is executed on the target machine
 is called apayload. Several payloads are included in the Metasploit framework.


A suitable payload needs to be selected depending on the desired result and on the
 environment (e.g. OS type and version of the remote machine). For instance, a
 payload can provide the tester with areverse shell, i.e. an interface to the remote
 machine’s kernel that connects back to the tester’s machine allowing the tester
 to interactively execute commands on the compromised machine. The exploit
 must be configured to use a certain payload before being launched. In order to
 avoid detection from Intrusion Detection Systems (IDS) and Intrusion Prevention
 Systems (IPS), the payload can be encoded in one of several possible forms
 before the exploit is executed. This entire procedure can be automated using an
 appropriate tool (see section2.4.1).


The possibility of combining any payload with any exploit gives Metasploit
flexibility and modularity, extending the scope of the framework and facilitating
payload and exploit development. Being open-source, it is possible for anyone to
write new exploits and add payloads to the framework. These characteristics have
made Metasploit a popular penetration testing framework and it is used by a large
number of security professionals.
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2.3.2 Nmap


Nmap [9] [10] is an open-source utility used to create a map of a computer
 network and to provide a list of hosts and services that exist in the network. Nmap
 is often used by professionals for performing security auditing, since the scanning
 of a network might reveal vulnerable services or configurations. However, this
 utility can also be used for tasks such as network monitoring and inventory. Its
 scalability properties make it an excellent tool for scanning large networks.


Nmap injects specially crafted packets as network traffic and by analysing
 the responses to these packets it derives several pieces of information about
 the network, such as what hosts are present, what services are running on
 those machines, the operating system installed, whether firewalls are in use, etc.


Nmap is a powerful utility that gives the user great flexibility (with over 100
 command-line options). This results in a rather complex program with several
 different tasks executed behind the scenes. As described by Gordon "Fyodor"


Lyon in [10] the phases that take place during a normal scanning process are the
 following:


1. Script pre-scanning
 2. Target enumeration
 3. Host discovery


4. Reverse-DNS resolution
 5. Port scanning


6. Version detection
 7. OS detection
 8. Traceroute
 9. Script scanning
 10. Output


11. Script post-scanning


Selected parts of this process will be used later in this thesis to gain knowledge
 about the environment during the initial phase of the automated penetration test.



2.3.3 Wireshark


Wireshark [11, 12] is an open-source network packet analyser, i.e. software
that captures packets from a network and tries to display their contents. Wireshark
can be used for several purposes, such as learning network protocols, debugging
new protocols, examining network problems, and identifying security issues.
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 From a penetration tester’s perspective, listening to network traffic can
 provide important information revealing security vulnerabilities or serve as a
 basis for different types of attacks. For example, clear-text data sent from web
 forms or services to applications can contain sensitive data or reveal a lack of
 input validation. Wireshark can also be used to analyse the protocols utilized
 by different machines as they communicate via the network in order to find
 inconsistencies that can be exploited.



2.3.4 Cain & Abel


Cain & Abel (or simply Cain) [2] is a password recovery tool for Microsoft
 Windows. It utilizes several techniques to recover secrets, including eavesdropping,
 brute-forcing, cached passwords, recording VOIP conversations, and cryptanalysis
 techniques. Cain targets weaknesses in protocol standards, authentication methods,
 and caching mechanisms.



2.3.5 Medusa


Medusa [3] is an open-source login brute-forcer based on Linux. The
 characteristics that distinguish this software from other brute-forcing tools is that
 Medusa is flexible, modular, and allows thread-based parallel testing.


The flexibility comes from the fact that the target information can be adjusted
 in detail. The user can specify the target host(s), account(s), and password(s)
 separately. It is therefore possible to flexibly refine the attack depending on the
 lockout policy (the rules that define the number of tries allowed before blocking
 an account) and on the password policy (rules to create a password compliant with
 the minimum strength requirements).


Medusa supports several authentication mechanisms organized in modules.


Modules allow users to easily extend the list of services that Medusa can target
 without changing the core of the application. Examples of services that are
 supported are MS-SQL, HTTP, SSH, SMB, and telnet.



2.3.6 Gsecdump and msvctl


Gsecdump [4] and msvctl [5] are two tools that can be used together to
escalate privileges on a compromised Microsoft Windows machine. The purpose
of the escalation phase in a penetration test was explained in section2.2.3.5. The
technique that these two tools use is referred to aspass the hash. It consists in
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 active logon sessionand use these password hashes to run commands with these
 users’ privileges.


Gsecdump is used for the first phase of this escalation technique: collecting
 password hashes. In particular, it extracts non-salted password hashes from
 the Security Accounts Manager (SAM) file. It also extracts Local Security
 Authority (LSA) secrets. Gsecdump works with both x86 and x64 architectures
 for Microsoft Windows. One limitation of this tool is that it requires local
 admin privileges to be able to extract the desired data. Therefore, a local admin
 user account must be compromised before escalating privileges using this tools.


However, as shown by the results of the penetration tests performed by Truesec,
 it is common to encounter Windows domains using poorly designed account
 management mechanisms that, for example, assign local admin privileges to every
 user logged on to a machine. In such a situation, compromisinganyuser account
 would lead to an easy privilege escalation.


Msvctl is the tool that performs the actual escalation. It injects the password
 hash in a process specified by the user, allowing the user to run that process
 with the privileges of the target account. Since the possible accounts that can
 be targeted include domain accounts, msvctl may be able to run processes with
 influence on the entire network. This means that once any machine in the network
 is compromised, an attacker can use this access and the information gained to
 launch further attacks directed against more critical network entities (e.g. the
 Domain Controller).


The tools introduced in this section provide a method to escalate privileges
 that does not require the passwords to be cracked and it is therefore considerably
 faster than a brute-force attack against a (possibly salted) password hash.



2.3.7 Burp Suite


Burp Suite [13] is a Java application designed to perform security testing of
 web applications. The suite consists of different components, described briefly
 in this section, that together constitute an integrated platform for web application
 security assessment.


Burp Proxy is the central component of the suite. It works as a web proxy
 server that lies as a man-in-the-middle between the penetration tester’s web
 browser and the web servers under test. The proxy allows the tester to intercept,
 analyse, and manipulate the HTTP/HTTPS traffic that flows in both directions.


The web browser used by the penetration tester must be configured to use the
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 proxy.


Burp Spider is a tool for web application crawling, i.e. browsing a web
 application in an automated and methodical manner with the purpose of building
 a complete map of the application. Starting from a user-provided URL, the
 Spider searches for every reference on that page (e.g. links and images), requests
 them and proceed recursively. This behaviour produces a map of the application
 containing all resources that are directly or indirectly referenced within the web
 application.


Burp Scanneris used to find security vulnerabilities in a web application. The
 scanning performed by this tool can be either passive or active. When passively
 scanning a web application, the Scanner simply analyses all responses received
 by the web server and tries to deduce vulnerabilities. During active scanning,
 specially crafted requests are sent to the web server and responses are inspected
 to recognize vulnerabilities.


Burp Intruder allows the user to customize HTTP/HTTPS requests for the
 purpose of launching automated attacks. A base request is initially prepared.


The user can then specify how the base request will change in order to generate
 modified versions of the original request. This is an extremely handy functionality
 for testing for vulnerabilities such as SQL injection, Cross Site Scripting, and
 brute-force guessing of web directories.


Burp Repeater is a simple tool used to reissue individual HTTP requests
 multiple times. It works similarly to Burp Intruder, but it provides less flexibility
 and it is normally used to performstress tests.



2.4 Related work


This section presents some efforts to automate the penetration testing process.


The tools described will provide the basis for understanding the limitations of
 today’s automated procedures for penetration testing in the context of production
 environments.



2.4.1 Fast-Track Autopwn


Fast-Track [8] is a python-based open-source project based on the Metasploit
framework providing penetration testers with automated tools to identify and
exploit vulnerabilities in a network. Fast-Track extends Metasploit with additional
features and is composed of several tools concerned with different aspects of
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 Automation, Mass Client Side attacks, additional exploits not included in the
 Metasploit framework, and Payload generation.


Within the context of this thesis, the most interesting Fast-Track tool is
 Metasploit Autopwn Automation (or simply Autopwn). Autopwn aims at
 automating the procedure that a penetration tester would follow when trying to
 exploit a remote network using the Metasploit framework. As explained in section
 2.3.1, this procedure consists of gathering information about the target(s), identify
 a vulnerability, select an exploit to leverage that vulnerability, configure a payload
 to be executed in case of successful exploitation, optionally encode the payload
 to avoid detection, and finally launch the exploit. Autopwn automates the entire
 procedure by running an nmap scan (see section 2.3.2) and, based on the scan
 result, unleashing every possible exploit that matches the characteristics of the
 target machine.


Autopwn provides an extremely high level of automation and depending on
 the quality of the exploit database, it can be very effective. However, there is an
 obvious drawback. This tool is excessively visible (i.e., detectable) and aggressive
 and it is therefore likely that the system under test will be subjected to temporary
 or permanent failures.



2.4.2 Core Security’s Impact


Core Security’s Impact is a commercial application for automated penetration
 testing developed by Core Security Technologies. This GUI-based software
 aims at easing the job of corporate security administrators who want to perform
 penetration testing on their systems. Core Impact automates all phases of a
 penetration test, from information gathering to report generation.


The basic concept corresponds to the procedure used by the majority of
 automated penetration testing tools: the software scans a range of hosts in a
 network, looking for vulnerabilities for which it has suitable exploits. Additionally,
 after the vulnerability exploitation, Core Impact is able to install agents on the
 compromised machines that provide different levels of remote access. These
 active agents can launch additional tests from the new location, allowing the
 penetration tester to move from host to host within the system under test.


The exploits used by Core Impact are constantly updated and available to
customers who purchased the product. The available exploit database contains
a large number of up-to-date exploits giving Core Impact the ability to test a wide
range of systems. The exploits and tools used by Core Impact are written in
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 Python and compiled at run-time. This gives experienced penetration testers the
 possibility to extend the application with their own custom additions. Another
 advantage of using this product is that it provides a wealth of information once
 the test is finished, including a summary of all activities and modules executed,
 details of every tested host in the network, and a description of the identified
 vulnerabilities.


Disadvantages of Core Impact include its high price and the lack of a
 command line interface. Core Impact presents the same issues that were
 mentioned in section 1.1, that derive from the active use of exploits. This
 characteristic is common to the majority of automated tools for penetration testing
 and will be analysed in section2.4.5.



2.4.3 Immunity’s Canvas


Immunity’s Canvas is a commercial vulnerability exploitation tool developed
 by Immunity Inc. This software follows the same approach as Core Impact’s,
 but provides a lower level of automation and lacks features such as pivoting and
 automated reporting. Advantages compared to Core Impact are a considerably
 lower price and the inclusion of a command line interface.


Canvas does not provide fully automated procedures for penetration testing.


Instead, it is a support tool for penetration testers who can use it to gather
 information about the system under test and select appropriate exploits and actions
 among those provided by Canvas. Although Canvas is able to automate parts of
 the penetration testing process, the user of this software is required to have a
 substantial knowledge about penetration testing and system security.


In the same way as the other automated penetration testing tools described
 so far in this section, the use of exploits threats the stability and integrity of the
 system under test and many penetration testers are therefore reluctant to use this
 tool in a production environment.



2.4.4 Nessus


Nessus is a proprietary vulnerability scanner developed by Tenable Network
Security. As opposed to the other tools described in this section, Nessus only
aims to discover vulnerabilities on systems and does not exploit them. The
software scans the specified hosts in the system under test and tries to match
the information from the scan result with an extensive and constantly updated
vulnerability database.
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 the fact that Nessus does not exploit the vulnerabilities gives the penetration tester
 more confidence in the use of this tool. However, host probing can be a risky
 practice itself, depending on the technique used. An advantage of Nessus is
 that the user is able to select which types of scans the application is allowed to
 run. Therefore, the penetration tester can adjust the behaviour of the scanner and
 assure that only safe techniques are used. Nessus can be extended with additional
 plug-ins or custom scripts, thus the penetration tester can adapt this tool to the
 specific system under test.


If configured properly, Nessus may be suitable for use in production
 environments. However, the approach of identifying security issues based on
 a database of well-known vulnerabilities limits this tool to detection of only
 well-known issues.



2.4.5 Summary of related work


By studying the behaviour of the tools described in this section, a common
 approach to automated penetration testing emerged. The procedure followed by
 these tools consists of three main phases:


1. scan the hosts in the system under test in order to gather as much
 information as possible;


2. identify vulnerabilitiesby matching the results of the scan with entries in
 a vulnerability database; and


3. exploita vulnerability to gain access to a certain resource.


Depending on the specific tool other phases may take place, however the basic
 behaviour always reflects the three steps mentioned above. In chapter 4 these
 tools’ procedures will be compared with the actions manually performed by a
 penetration tester in a production environment, with the goal of understanding the
 differences that make manual testing the preferred solution in such environments.


As explained in section1.1 the uncontrolled use of exploits is likely to cause
service interruption in the system under test, therefore automated tools following
this approach are not suitable for use in production environments. Moreover,
security issues identified by matching system properties with well-known
vulnerabilities often do not add substantial value to the results of the penetration
test, since the majority of these issues can be fixed with the same solution, that is
implementing a patch management mechanism in order to maintain all software in
the system up-to-date. However, there might be an added value in detecting such
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vulnerabilities. When the issue does not concern a specific product for which a
relatively straightforward patching mechanism is possible, but instead involves
generic components such as protocols and libraries, then the issue is not as easily
fixable, and the detection of such an issue represents important feedback for the
customer.
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Chapter 3 Method


This chapter describes the different steps and the methodology followed
 during this thesis project. As explained in the previous chapters, the first task
 was to identify an open problem at Truesec and define a set of goals expected to
 solve this problem. A study of the generic penetration testing process and existing
 tools related to this project has then been carried out, in order to develop a solid
 background to be used as a starting point for the rest of the project.


An essential step was to understand the procedures that take place during a
 safe penetration test performed by Truesec employees. This step is extremely
 important because it is used to derive the differences between a safe penetration
 test and the standard aggressive penetration tests performed by most automated
 tools. In order to gather the necessary information, professional penetration testers
 at Truesec have been observed during their work. The procedures, the tools used,
 and the reasoning behind every decision have been noted. The observed process
 and a comparison with standard automated tools is presented in chapter4.


In order to implement in software the concepts derived from the analysis
 presented in chapter 4, an architecture for a new tool has been designed (and
 is described in chapter 5) and the logic compliant with safe penetration testing
 procedures has been defined (and described in chapter 6). The application
 implementation is described in chapter7.


In order to verify that the non-aggressive approach followed by the
 implemented tool is feasible in a real-world scenario, a virtual network was set up
 and the tool was used to assess the security of this virtual system. Other tools were
 used as well, and considerations were made based on the results of the different
 tools. This is described in chapter8.
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Chapter 4



Safe Penetration Testing


This chapter describes some of the techniques used during penetration testing
 of systems in production environments that are considered to be safe with
 respect to the stability and the integrity of the system under test. The methods
 illustrated here do not include sophisticated techniques corresponding to attacks
 that are unlikely to occur, but rather focus on compromising the system by taking
 advantage of more basic and conceptual mistakes. As mentioned in chapter 1,
 a large number of systems are vulnerable to these kinds of vulnerabilities, and
 the techniques explained in this chapter are usually sufficient to take over the
 entire system under test. However, more advanced methods are also required for
 a thorough penetration test.



4.1 Safe penetration testing techniques


The safe penetration test approach consists of gaining a form of (limited)
 access to one or more resources in the system and using that access to harvest
 (additional) sensitive information in a recursive way. Every step described in this
 section uses methods that generally do not harm the system under test. The order
 of these steps may vary depending on several factors, such as the type of testing
 environment and the priority of the different resources.



4.1.1 Environment observation


The first step in a safe penetration test consists in gathering as much
 information as possible about the testing environment. Depending on how the
 scope is defined (i.e. what resources are to be tested) and the amount of
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 may be valuable to perform a research of publicly available information about
 the organization. This information, usually discovered via the web, may reveal
 details about the infrastructure to be tested (IP addresses, DNS domain(s), etc.)
 along with the names and e-mail addresses of key personnel.


Assuming that the tester is able to physically connect to the network to be
 examined, the initial phase includes collecting all the information that is readily
 available, such as:


• local IP address(es);


• network subnet mask;


• network address space;


• domain names;


• default gateway; and


• address of DNS servers.


This knowledge allows the penetration tester to derive an initial overview of the
 network and to plan and appropriately configure the techniques and tools to be
 used in the following phases of the penetration test.


A crucial piece of information that needs to be derived during this initial phase
 is the platform that the system under test is based on (e.g. a Microsoft Windows
 Domain or a UNIX/Linux-based infrastructure). This knowledge determines
 some of the testing techniques that the tester will be able to use.



4.1.2 Hosts and services overview


In order to obtain an overview of the hosts and services that are part of the
 system under test, a limited scan of the network is usually performed at the
 beginning of the test. Some techniques do not require this step to be performed
 first, but a scan is often the preferred starting point of a penetration tester, because
 acquiring an overview of the system usually accelerates the rest of the process.


There exist several different types of scanning tools, such as Nmap [9], that
 can be applied. The different types of scans differ in the technique that is used.


These differences will determine aspects such as speed of execution; probability of
detection; and filtering, effectiveness, level of intrusiveness, and local privileges
needed to run the scan. Within the context of a safe penetration test, the most
important aspect to consider is the intrusiveness of the scan, as this determines the
probability of a host or service experiencing a failure.
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 A common choice for non-aggressive scanning is TCP SYN scanning [10].


This technique, also calledhalf-openscanning, consists in beginning to establish
 a TCP connection [16] by sending a SYN message to the target host. Depending
 on the response received from the remote machine (either a SYN/ACK or a RST),
 the scanning tool is able to determine whether the targeted port is open and that
 there is a process listening to this port. If there is a positive response from the
 host (SYN/ACK), then the scanning tool interrupts the connection establishment
 by sending a RST message. It is important to send this RST as otherwise this
 scanning could cause a system crash (due to the exhaustion of memory due to the
 transport control block which the system allocated when the SYN was received)
 or could reduce the ability of the system to serve legitimate users (due to limits
 on number of outstanding TCP open request queues and other resources that are
 allocated when the SYN is received). Hence the namehalf-openscanning.


A simple port scan such as a TCP SYN scan provides information about what
 TCP ports are open on which hosts. By using a database containing information
 about well-known services, nmap or another tool using a TCP SYN scan may be
 able toguesswhat type of service is running on a certain port (e.g. SMTP at TCP
 port 25, HTTP at TCP port 80 or 8080, or DNS at TCP port 53). Although these
 guesses are often correct, a penetration tester should not rely on such assumptions.


More advanced techniques, such as service enumeration and version detection, are
 needed for a more accurate scan. In delicate situations, the use of these techniques
 may not be possible due to the risk of service failures. A simple scan, however,
 gives the penetration tester a sufficient overview to start building a map of the
 system under test.


In cases where well-known ports for common services are found to be open,
 the penetration tester may decide to dig a little deeper and execute a version
 detectionscan. This technique is more aggressive than TCP SYN scanning and it
 is used only when the tester is rather confident that the targeted service is robust.


As explained in [10], version detection scans involve interacting with the remote
 services, e.g. by connecting and sending additional probes specific to the service,
 and analysing the responses in order to determine the version of the service and
 other information.



4.1.3 Identification of well-known vulnerabilities


If the penetration tester was able to perform a service detection scan,
well-known vulnerabilities and software bugs can easily be spotted at this point
and these will be included in the final test report. As mentioned in chapter1, a
penetration tester operating in a production environment will generallynotexploit
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The identification of such vulnerabilities is sufficient to provide the customer with
 valuable information. Sometimes, however, a penetration tester might identify
 and execute a safe exploit, i.e. an exploit for which there is certainty that the
 target system will not experience damage.


A different approach to detect well-known vulnerabilities consists in analysing
 the data resulting from the remote information gathering technique described in
 section4.1.8. The information collected with this procedure reveals details about
 the applications running on the remote machine and allows the penetration tester
 to identify vulnerable software.


In order to detect a vulnerable application, details such as version and patch
 level must be known. The ability to determine whether a specific software instance
 is vulnerable may derive from the penetration tester’s experience or can be gained
 from vulnerability databases, i.e. databases that maintain records of vulnerable
 software.


The Nessus vulnerability scanner described in section 2.4.4can also be used
 to identify vulnerabilities, provided that the scanner is configured appropriately to
 safely run in a production environment.



4.1.4 Techniques specific to Windows domains


When the system under test is based on Microsoft’s Windows domains, a
 number of techniques specific to this type of environment can be used by a
 penetration tester. The main target within a Windows domain is the Domain
 Controller (DCO). The DCO is a server that manages all accounts within the
 domain, their permissions, the authentication mechanism, and all operations
 concerned with authentication and authorization.


One of the first pieces of information that a penetration tester aims to acquire
is the list of usernames for the domain accounts, in order to apply password
guessing or brute-force password attacks; the goal is to gain a limited domain
access that may be used as a starting point for privilege escalation. Sometimes it
is possible to retrieve the usernames list directly from the DCO. One way to do
this is to leverage a null session authentication vulnerability, that allows a user
to anonymously authenticate to the Server Message Block (SMB) service (see
section 4.1.6) on a remote machine. Cain & Abel, described in section 2.3.4,
provides a functionality that uses a null session authentication to enumerate all
the accounts listed in the DCO. This is only possible for DCOs running an OS
older than Windows Server 2008.
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 Another way to enumerate the accounts from the DCO is to use Simple
 Network Management Protocol (SNMP) requests. As mentioned in section4.1.7,
 SNMP does not provide any lockout policy. It is therefore possible to brute-force
 the authentication for SNMP requests (i.e., to learn acommunitystring for either
 read or read & write access) and, if successful, a penetration tester is able to
 retrieve a great amount of information about the system, including the list of
 usernames. Using SNMP it may even be possible to enable a device to enter packet
 capture mode to collect traffic or to forward traffic from within the organizations’


own network to the penetration tester.


Windows systems provide the possibility to enable a Guest account to access
 a certain machine with predetermined restrictions. Sometimes, if the Guest
 account is enabled, its credentials correspond to the default values and the tester
 has immediate (limited) access to the system. When this is not possible, the
 Guest account can be used to determine the lockout policy∗ of the system.


By intentionally supplying incorrect passwords, it is possible to determine the
 maximum number of attempts that can be performed before the account is locked.


It is usually not possible to discover this information by using other accounts,
 because it is not desirable to lockout user accounts in a system in production
 environment. A locked Guest account, however, is not likely to cause problems.


Information about the lockout policy can be used to adjust brute-forcing tools and
 make sure that user accounts are not locked as a result of an attack.


Windows systems connected to a Windows domain possess a computer
 account. While user accountsare mapped to human users, a computer account
 identifies a machine within the network. When a computer account is reset, an
 easily guessable password derived from the computer name is assigned to the
 account. It may happen, especially in large environments, that the password for a
 reset computer account is not changed, as a result of negligence and/or incorrect
 account management. A penetration tester may attempt to login to the domain
 with default passwords for computer accounts.


Once the list of usernames for domain accounts has been gained, a penetration
 tester may attempt to login to the DCO or other systems using guessable
 passwords (e.g. the same password as the username, the name of the department,
 the employee’s name or date of birth). As shown by J. Bonneau in [27], users tend
 to choose weak passwords. This can be exploited by a tester or an attacker to gain
 access to the system.


∗The lockout policy specifies the conditions for account lockout, i.e. the disabling of an account
when an incorrect password is supplied a certain number of times within a specified time period.
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4.1.5 Web applications


The web applications identified in the system under test are tested individually.


The security testing of web applications is a very broad subject [22] and a
 large number of techniques can be used by a penetration tester. During a
 network-based penetration test, although the focus is not primarily on web
 applications, compromising such applications may result in exposure of other
 resources on the network. Therefore, the penetration tester will always attempt
 to leverage web applications’ vulnerabilities by using a small number of common
 techniques.


The first operation performed by a tester after having identified a web
 application running on a certain [host,port] pair is to access the application
 through a web browser. Forced browsing [23] and path traversal [24] attacks
 can then be used to access possible resources such as configuration files, backup
 and test folders, etc. These resources may contain sensitive data, e.g. credentials
 to access an external database or source code that can be analysed to identify
 software bugs. The admin panel interface of a web application may also be
 targeted using techniques such as login brute-forcing and/or password guessing.


Web services [26] are another interesting element to be examined during a
 penetration test. Exposed web services may allow unauthorized users to execute
 methods on the web server and may result in vulnerabilities such as command
 execution, information exposure, file uploading, etc. Although web services may
 not be directly referenced within a web application, the location of such services
 may be identified with techniques such as eavesdropping and code review (if the
 source code of an application using the service is available).


If the web applications in the system are part of the scope of the penetration
 test and the tester is required to perform a complete security assessment of such
 applications, several additional techniques may be used. Stuttard and Pinto [22]


provide a detailed description of the procedures for penetration testing of web
 applications.



4.1.6 Resource Sharing


Network resource sharing is a network service that may contain vulnerabilities
or provide a penetration tester with means to compromise the network. A very
common protocol providing shared access to network resources and inter-process
communication is the SMB protocol [25]. This protocol is mostly used by
computers running Microsoft Windows, but implementations for UNIX-like and
Linux systems exist as well.
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 A common security issue related to resource sharing services is weak access
 control, i.e. improper or incorrect configuration of restriction to resources. This
 allows users to read and/or write to shared resources to which they should not have
 access, and may result in exposure of sensitive information such as source code,
 configuration files, backup folders, etc. In order to detect such vulnerabilities, a
 penetration tester may try to access SMB serviceswithoutproviding a password
 or, if available, with credentials of low-privileged accounts.


The SMB protocol may also be leveraged to perform other operations, such as
 remote information gathering (see section4.1.8).



4.1.7 Default and guessable credentials


It is quite common, especially in large environments, to find services that are
 accessible with default or easily guessable account credentials. A penetration
 tester may try to access exposed services, specific network entities (e.g. a printer, a
 router, a database), web-based authentication interfaces for Content Management
 Systems, firewalls, routers, etc.


Depending on the lockout policy, it may also be possible to attempt (limited)
 brute-force attacks to login interfaces. Additionally, SNMP does not provide any
 limitation on the number of authentication attempts.



4.1.8 Remote information gathering


If account credentials are available (either as a result of other techniques or
 because they were provided at the beginning of the penetration test), a penetration
 tester may attempt to remotely gather additional information about the machines
 accessible by the available account. This step may result in the identification of
 several security issues and is an essential part of theexpansiontechnique described
 in section4.1.12.


A set of scripts has been implemented by Truesec in order to facilitate this
remote information gathering. These scripts require valid credentials and leverage
the SMB protocol to execute commands on the remote machine and to collect the
results. Safe commands such asipconfig,systeminfo, andtasklistare executed on
the remote machine in order to gather as much information as possible about the
system. Scripts are also executed to gain important pieces of information such as
the list of account usernames and the passwords in their hashed form, using tools
such as gsecdump (described in section2.3.6). As explained in section4.1.12, the
results of these scripts’ execution are essential for expanding the influence on the
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