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Abstract


This paper is a foundational study in the semantics of federated query answering of SPARQL BGPs. Its specific concern is to
 explore how the size of intermediate results can be reduced without, from a logical point of view, altering the content of the
 final answer. The intended application is to reduce communication costs and local memory consumption in querying dynamic
 network topologies and highly distributed, share-nothing or sharded architectures. We define row-reducing and column-reducing
 operations that, if a SPARQL resultset is viewed as a table, reduces the number of rows and columns respectively. These operations
 are deliberately designed so that they do not anticipate the unfolding of the evaluation process, which is to say that they do not
 presuppose knowledge about the structure or content of data sources, or equivalently, that they do not require data to be exchange
 in order to make intermediate results smaller. In other words, the operations that are studied are based solely on the shape of
 evaluations trees and the distribution of variables within them. The paper culminates with a study of different compositions of the
 aforementioned reduction operators. We establish mathematically that our row- and column operators can be combined to form a
 single reduction operator that can be applied repeatedly without altering the semantics of the final result of the query answering
 process.


Keywords: Federated query processing, intermediate results, mimimization, blank nodes, sparql


1. Introduction


Federated SPARQL processing concerns the task of answer-
 ing a a global query using the combined information from dis-
 tinct sources. It involves breaking up a global query into a set
 of jointly exhaustive subqueries each of which is directed to a
 particular SPARQL endpoint before the results are returned to
 the federated query processor and combined into a correct an-
 swer to the initial global query, if one is to be had. That the
 exploitation and dissemination of Semantic Web data requires
 powerful federation engines is something of a truism, given the
 Web wide scope of names in RDF and the whole Linked Data
 philosophy.


This paper formalizes and investigates various optimiza-
 tions that can be used to lighten the overall dataflow that this
 process consumes. More specifically, it is concerned with the
 question of how to reduce the size of intermediate result without
 compromising the semantics of the final answer of said global
 query.


Although the problem of keeping intermediate results small
 is of interest to both local and federated query execution, it is
 particularly pressing in the distributed case where the triples
 participating in a join may be stored on different servers. Such
 cross-sitejoins require network communication during join eval-
 uation, that is, data has to be exchanged between servers in or-
 der to evaluate the join in question. Needless to say, this will
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claim bandwidth and CPU time proportionate to the amount of
 data that is exchanged, and as pointed out in [1] may easily
 grow with the overall data size to exceed the capacity of individ-
 ual servers. Hence if the size of intermediate results is allowed
 to grow unconstrained, then in addition to any capacity issues
 with bandwidth and/or remote servers, it is likely that memory
 overflow problems will propagate back to the local thread of
 execution. Therefore, howlittle data one can send and keep
 in memory without sacrificing the precision and completeness
 of the final query answer should be a worthwhile question to
 address.


We approach this question by studying combinations of re-
 duction operators, as we shall call them, in different order. Some
 of these operators are best regarded as part of the folklore, al-
 though we believe we offer at least one new one as well. How-
 ever, the main contribution of the present paper is an integrated
 formal account of these operators that allows them to be studied
 in combination in a mathematically principled manner.


There are two kinds of reduction operators: operators that
 remove redundant rows and operators that remove redundant
 columns. We are after the conservative cores, so to speak, of
 intermediate results, by which we mean the smallest amount of
 data that needs to be retained to prevent information loss in the
 final query answer.


The first hurdle here is to clarify what it means for a feder-
ated SPARQL processor to lose information. Our take on this
is to say that a federated SPARQL processor should return the
same answer set (to make life a bit easier, we adopt the set
semantics rather than the multitset semantics for SPARQL) as



(2)the one that would be returned were the query to be executed
 against themerge, in the technical sense of [2], of the contribut-
 ing RDF graphs. Of course, this passes the buck to the con-
 cept of sameness, and since equality is in some cases too much
 to ask, we shall have to be explicit about the conditions under
 which we regard two answer sets as equivalent.


The concept of equivalence should be robust enough to al-
 low a reduction operator to be applied in a second pass with-
 out changing the semantics of the final answer, for as it turns
 out, some reduction operators give rise to new redundancies
 that show up after the reducts are combined. Since we want
 intermediate results to be as small as possible, we should be
 allowed to make a second pass to remove the surplus.


At this point, the conceptual situation is already quite com-
 plex. To bring some order to the investigation, therefore, we
 start the formal development by summarizing our requirements
 in an abstract characterization of the concept of a reduction op-
 eration as we construe it. This characterization serves a dual
 purpose: first it makes it perfectly clear how the concepts of
 losslessness (aka. answer set completeness), answer set equiva-
 lence, and reduction of intermediate results are connected. Sec-
 ondly, and more interestingly, the abstract characterization con-
 stitutes a stratum that allows the interaction between reduction
 operators to be studied in a principled manner: complex reduc-
 tion operators can be formed by composing elementary ones
 and checking that the result satisfies the abstract definition. One
 of the novel things to come out of this, we believe, is the find-
 ing that not all compositions are equally effective, some will
 produce smaller intermediate results than others.


Three elementary reduction operators are selected for closer
 study. Some of the underlying ideas will have a familiar ring to
 them as they sometimes trade on themes that recur in database
 theory in one form or another. We shall try to indicate the con-
 nections as we go. The operators in question can be described
 informally as follows: the first is a projection pushing opera-
 tor that removes columns when they no longer contribute, typ-
 ically by providing join arguments, to the evaluation process.


The second is the operation that removes rows if they contain
 blank nodes in join position. This heuristic is based on a re-
 sult from [3] which entails thatany federated evaluation tree
 that produces a correct answer can be assumed to be of a form
 that makes intermediate results disjoint wrt. blank nodes unless
 they lie on the same branch. To the best of our knowledge, this
 simple but generally applicable reduction operator is a novel
 contribution of the present paper. The third and final operation
 is based on the relation ofinformativenessbetween answer sets.


It is an adaptation of a concept from database theory explored
 by Libkin in [4, 5], though we modify it and put it to a quite
 specific use. Briefly put, we use the informativeness relation to
 select cardinality-minimal but equivalent subsets of an answer
 set. We think of the former as compressions orkernelsof the
 input set, and show that the operation taking an answer set to
 its kernel is a reduction operation.


An outline of the paper, and a summary of its contributions
 goes as follows: we give an abstract characterization of reduc-
 tion operations in general in Section 6. In Section 7 we define a
 projection pushing operation, ortruncationas we prefer to call


it, that is not in itself new. Whatisnew, besides the operator for-
 mulation of it, is this: first we demonstrate that the truncation
 operator adheres to the abstract pattern of a reduction operator.


Secondly, we prove that truncation is optimal in the sense that,
 given certain natural provisos, no column-reduction operation
 yields smaller intermediate results. Next, in Section 8 we study
 the operation of removing rows with blank nodes in join posi-
 tions from intermediate results and show that that too consti-
 tutes a reduction operation in our sense. Although it is a rather
 obvious operation, we believe that the general applicability of
 it, that is, that fact that it is a reduction operation that may be ap-
 plied across the board to all federated SPARQL evaluation trees
 without loss of results, is established for the first time in the
 present paper. In Section 9 we formulate the concept of infor-
 mativeness and apply it to identify cardinality minimal equiva-
 lent subsets of an answer set. As mentioned already, whilst the
 relation of informativeness is not new, we believe this particu-
 lar application of it is. As the reader should by now have come
 to expect, we also prove that it is a reduction operation in the
 abstract sense. Section 10, the final substantial section of this
 paper, is largely example driven, although it opens with a cou-
 ple of corollaries that state that compositions of the elementary
 reduction operations yield reduction operations. The examples
 are designed to show that the situation wrt. combining reduc-
 tion operations is rather subtle and multi-faceted. Two general
 lessons can be learned: first, ordering matters; some composi-
 tions produce smaller answer sets than others. Just how small is
 a question we leave for future research. That is we do not offer
 a minimality result for any of the combined operations similar
 to that for the truncation operator, although we can say certain
 things about which combinations are not minimal. The sec-
 ond lesson to be learned is that is that when row-reduction and
 column-reduction operations are made to act in consort, they
 reduce intermediate results beyond the threshold of the row op-
 eration acting alone. That is, the reduct of an answer set under
 the complex operation will contain fewer rows than the reduct
 of the same set under only the row operation.


2. Related Work


A substantial amount of research has been produced that is
 relevant for reducing intermediate results in federated SPARQL
 processing.


One line of research is that of algebraic optimization of
 SPARQL queries. Here, algebraic equivalences are used to
 rewrite queries into ones that can be computed more efficiently.


In [6], algebraic laws for projection pushing and filter manipu-
 lation for SPARQL are given. The relation to the present work
 is first and foremost when it comes to the matter of projection
 pushing, which corresponds to the operation we calltruncation.


Optimization rules are also studied in [7], in the context of
the SERVICE operator of the SPARQL 1.1 federation exten-
sion and the interplay with OPTIONAL patterns. This is not
directly comparable to the present work, since only basic graph
patterns are allowed hence neither OPTIONAL or SERVICE
operators, or any similar operators are catered for. However,
that work is generalized to SPARQL queries without the use of
2



(3)the SERVICE operator in [8], presenting algebraic equivalences
 for SPARQL federated queries that utilize shipping of interme-
 diate results through the use of either the SPARQL VALUES or
 FILTER operators in order to reduce intermediate results. The
 same paper further presents a rewriting algorithm that performs
 filtering of blank nodes in the shipped values, based on overlap-
 ping variables. However, this process is applied stepwise from
 one node to the next in the evaluation tree rather than holis-
 tically for the whole evaluation tree as such. Hence solutions
 with blank nodes in join positions might linger in intermediate
 results until the evaluation process reaches the point in the eval-
 uation tree where the relevant join occurs. Thus, intermediate
 results are not as small as they can be, and not as small as those
 produced by the operators described in this paper.


Taking stock, the main difference between the abovemen-
 tioned line of work, is that in this paper, the focus is on studying
 different combinations of generic reduction operators, and how
 they affect results rather than the study of algebraic rewriting
 rules for the query language. For instance, the truncation op-
 eration that is studied in Section 8 of the present paper yields
 the same results as the SPARQL-algebraic projection pushing
 technique outlined in [6], but within a logical framework for
 studying answer preservation in a federated setting.


Another line of relevant research is that of query plan opti-
 mization. A paradigmatic case is that of finding an optimal join
 ordering based on selectivity estimates for the leaves [9]. These
 approaches typically focus on coining cost functions for deter-
 mining selectivity of triple patterns, and are based either on gen-
 eral heuristics regarding the structure of triple patterns ([10])
 or cost functions generated from concrete datasource statistics
 ([11] and [12]). Furthermore, there is a substantial amount of
 work on rewriting the query plan based on grouping triple pat-
 terns together by variable-counting and aggregated sums based
 on previously mentioned cost functions ([13] and [12]). The
 present work is best seen as being orthogonal to both join-order
 optimization and grouping of triples. More concretely, the ap-
 proach outlined in this paper is agnostic wrt. the form of a
 particular evaluation tree, that is wrt. its structure understood
 as the selectivity of patterns it contains and its join order.


Yet another branch of optimizations of relevance is based on
 restrictive source selection. Here, the idea is to avoid overesti-
 mating the number of sources that need to be included in the
 evaluation, as this incurs more network traffic than necessary.


Some approaches, such as [14], assume that the data is cleanly
 partitioned into sources, assuming that sources do not share
 vertices. Other approaches rely on knowledge regarding triple
 duplication ([15] and [16]) or join-awareness ([17] and [18])
 through the use of indexes or other coordination mechanisms,
 in order to reduce intermediate results being transferred. Either
 way, these approaches presupposes knowledge as to where the
 concrete data occurs, something that our approach is assumed
 not to have access to.


With respect to both source selection and query plan opti-
 mization, the work in this paper introduces operations that given
 anyquery plan can be applied to the nodes in that tree in order
 to produce their conservative cores. It is therefore fully com-
 patible with approaches that seek to e.g. limit network com-


munication by selecting sources wisely or reduce payloads by
 leveraging semi-joins.


There is also a general difference of nature between this pa-
 per and all the mentioned related work. That is, we study reduc-
 tion operators adhering to a certain mathematical framework
 for answer preservation that ensures that the final answer to the
 global query is to stay the same. The concept of sameness that
 is appealed to here will be defined in due course, and is to the
 best of the authors’ knowledge a novel contribution. Secondly,
 in order to identitify what may be thought of as conservative
 cores of intermediate results, the present paper pays particu-
 lar attention to and leverages the semantics of blank nodes in
 SPARQL semantics. The topic of blank nodes in SPARQL fed-
 eration has to a large extent been neglected—with blank nodes
 usually being ruled out by assumption—but as shown [3], it is
 a significant one.


3. Preliminaries
 3.1. Nomenclature


Conventions. For notational economy curly braces will be omit-
 ted from singletons in set-theoretic expressions as well as from
 arguments of functions if no confusion is likely to ensue, e.g.


P∪tinstead ofP∪{t}andf(t) instead off({t}). Also, whenf is
 a function andAa subset off’s domain, then f(A) is shorthand
 for the set of elementsbsuch thatb = f(a) for somea ∈ A.


If f is a function,dom(f) andran(f) are its domain and range
 respectively.


RDF graphs. Let I,Band Ldenote pairwise disjoint infinite
 sets of IRIs, blank nodes, and literals respectively. In confor-
 mity with the nomenclature of [19],ILabbreviatesI∪LandT
 abbreviatesI∪B∪L.Tis the set ofRDF terms. IRIs will be de-
 noted by lower case letters prepended by colons, e.g. :sor :d,
 whereas a blank node will have an additional underline in front
 of it, e.g. _ :b. An RDFtriple(or just ‘triple’) is an element
 t∈IB×I×IBL. An RDFgraphis a finite set of RDF triples.


RDF graphs are denoted by possibly subscriptedGs, and sets
 of RDF graphs byGs.


SPARQL queries. Turning now to SPARQL queries, V sym-
 bolizes an infinite set of variables disjoint fromIBL. Individual
 SPARQL variables will be denoted by lower case letters from
 the end of the alphabet prepended by question marks, e.g. ?x
 and ?z. A SPARQLtriple pattern (or just ‘triple pattern’) is
 an element∈ ILV ×IV ×ILV. We shall let the notation t
 do dual service and denote both SPARQL triple patterns and
 RDF triples. We are thus deliberately blurring the distinction
 between them. This is mathematically convenient, for reasons
 that will become clear as we go, and we shall usually rely on
 context to disambiguate. Aconjunctive SPARQL pattern, sum-
 bolized by a possibly subscriptedP, is a set of triple patterns.


A conjunctive SPARQL query (or just‘conjunctive query’) is
 a pair (W,P) whereW ⊆ VandP is a conjunctive SPARQL
 pattern.


3



(4)Set semantics of conjuctive queries. The set semantics of con-
 junctive queries, is defined by a function that interprets a con-
 junctive query in an algebra of all sets of solutions. Asolution,
 in turn, is a partial functionµ:V →IBL. Two solutionsµiand
 µj arecompatible, written µi  µj, if their union is a partial
 function. The set of all solutions is denotedΣ. A subsetA ⊆Σ
 is ananswer setif all solutions have the same domain. We let
 µ(t) stand for the result of uniformly substituting RDF terms for
 variables intaccording toµ. Note thatµ(t) is well-defined ir-
 respective of whether the domain ofµcontains all variables in
 tor not: if it does thenµ(t) is a triple, if not thenµ(t) is a triple
 pattern.


A conjunctive SPARQL algebra is a structure h2Σ, ./, πi,
 where./is a binary operator defined as


Ωi./Ωj := {µi∪µj|µi∈Ωi, µj∈Ωj, µiµj}
 for Ωi,Ωj ∈ 2Σ, and. The operation πis a function of type
 2V×2Σ7→2Σdefined as:


πW(Ω) : = {µ|(W∩dom(µ))|µ∈Ω}
 whereµ|Xdenotes the restriction ofµtoX.


A conjunctive queryQ:=(W,P) is evaluated over a graph
 Gby an interpretation functionJKGthat maps queries into the
 SPARQL algebra in the following manner:


JtKG :={µ∈Σ|dom(µ)=vars(t), µ(t)∈G}


JPi.PjKG :=JPiKG./JPjKG
 J(W,P)KG :=πW(JPKG)


IfQis a conjunctive query thenJQKGwill be called ananswer
 to Q over G. The analysis in the present paper will be restricted
 to this fragment of the SPARQL language.


For asetof graphsG, the evaluationJPKG of Pis under-
 stood to be thefederated evaluationofPoverG, which is de-
 fined to be the union of the results of evaluating Pover each
 G ∈ G (cf. [3]). In contrast, let m(G) denote the merge of
 the graphs in G, that is,m(G) is the single graph that results
 from taking the union of all elements of G after standardiz-
 ing apart blank nodes from different graphs. Then JPKm(G) is
 just the evaluation of Pover the single sourcem(G). The two
 are emphatically not the same. Indeed, the semantics of fed-
 erated zero-knowledge query processing is precisely the condi-
 tions under whichJPKG =JPKm(G). The left-to-right inclusion
 says that the federation process is sound, and the converse in-
 clusion says that it is complete.


3.2. Trees


LetA∗denote the set of strings over the alphabetA:={1,2}


Atree domainis a subsetDofA∗satisfying the conditions
 1. For eachk∈D, every prefix ofkis also inD.


2. For eachk∈D,k2∈Diffk1∈D.


Every tree domain can be ordered by the prefix orderingon
 binary strings. Supervenient on this ordering we define aneval-


uation tree as a total functionΨ fromD toA satisfying the
 condition


Ψ(n1)./Ψ(n2)= Ψ(n) (1)
 The set of evaluation trees will be symbolized byT.


The functionΨcan be viewed as an indexing function on
 elements ofA, whence pairs (i,Ω) ∈ Ψcan be interpreted as
 indexed setsΩi. We shall usually prefer the latter to the former
 notation. Therootof a binary operator treeΨis the answer set
 Ω. Given a treeΨand an indexkindom(Ψ), thesubtree rooted
 at i, writtenΨ/i, is the tree whose domain is the set{m|im ∈
 dom(Ψ)}and such that (Ψ/i)(n) = Ψ(in) for alln∈ dom(Ψ/i).


The set of leaves inΨ is denoted l(Ψ). Thedepth of a tree
 Ψis the longest path from the root to a leaf, equivalently it is
 the length of the longest index indom(Ψ). These definitions
 ultimately go back to [20]. We extend the notationvarto trees
 and writevar(Ψ) for the set of SPARQL variables that occur in
 the domain of someµin someΩinl(Ψ).


4. The problem


The general theory of the federated evaluation of conjunc-
 tive SPARQL queries was developed in [3] and [21]. The theory
 being general means that the it allows arbitrary occurrences of
 blank nodes in the data without compromising the soundness or
 completeness of query answers. The interested reader should
 consult [3] and [21] for the details. In this section we shall be
 content to show by example what special problems federation
 across blank nodes presents, and to sketch what requirements
 this imposes on a sound and complete query processor.


For the purposes of the present paper, the point of this is
 to highlight a couple of key properties that we are allowed to
 assume forallevaluation trees combining results from multi-
 ple execution contexts. Due to the semantics of blank nodes,
 these assumptions are valid for federated SPARQL processing
 in general. These properties present certain heuristic opportu-
 nities that form the basis and governs the interaction between
 the reduction operations that are studied in the remainder of the
 paper.


4.1. A motivating example


A natural default requirement for a federated SPARQL pro-
cessor is that it should return all the solutions to a query that
is warranted by the union of the RDF graphs that that query is
federated over. For illustration, consider the two RDF graphs in
Figs. 1 and 2 respectively. These graphs encode information re-
garding members of the European Parliament (MEP), as found
in the LinkedEP dataset produced by the Talk of Europe project
[22], a dataset covering plenary debates held as well as bio-
graphical information regarding members of parliament. More
specifically, source A encodes information regarding the MEP
Eva Joly and her political functions, while source B encodes in-
formation regarding MEP Carl Schlyter. From the data, we see
that they represent different national parties but belong to the
same EU political party (Europarty). However, the information
in source A alone isnot enough to conclude that Eva Joly is
4



(5)associated with a Europarty, as EFA is not typed as such. This
 missing piece of information is, however, present in source B.


Thus, when the sources are merged, as shown in Fig. 3, the
 political institutions are all appropriately typed. Hence, posing
 the query in Lst. 1, asking for the name of the MEPs in the EU
 parliament that are politically affiliated with a Europarty (not
 all MEPs are), as well as the party name, produces the answers
 in Fig. 5.


SELECT ? p e r s o n ? p a r t y WHERE {


? p e r s o n a l p v : MEP .


? p e r s o n l p v : p o l i t i c a l F n ? x .


? x l p v : i n s t i t u t i o n ? p a r t y .


? p a r t y r d f : t y p e l p v : E U P a r t y . }
 Listing 1: Get MEP and EU party


Now, if we only evaluate the query in Lst. 1 against each
 source separately, for so to take the union of the results, we
 get an incomplete set of answers as shown in Fig. 4. In other
 words, it is clear that the sum of the whole is more than the
 sum of its separate parts. That is, the total amount of informa-
 tion contained by the two sources combined, resides not only in
 what each of them can contribute separately, but in also in the
 combination or join of elements across sources. In other words,
 the query cannot simply be executed as a whole against each
 source—that is too coarse. It must rather be split up into parts
 tailored to capture the cross-site joins.


Unfortunately, there is a complicating factor that blocks any
 straightforward realization of this idea, namely the presence of
 blank nodes in join positions. More specifically, sources A and
 B utilize blank nodes to represent complex attributes in the form
 of statements about statements, as recommended by the Seman-
 tic Web Best Practices and Deployment Working Group. In
 this case, that "X had a political affiliation to institution Y be-
 tween dates A and B" is codified using blank nodes. In the
 distributed case, such a join, if it is not handled with special
 care, will quickly become a drain through which information
 will leak. As described in detail in [3], this is due to the fact
 that anaphoric reference is lost whenever the same blank node
 is processed in two separate execution contexts. According to
 the SPARQL 1.1 specification, every distinct query constitutes
 a distinct and sealed scope for blank node identifiers, which
 means that a blank node from one execution context cannot be
 referenced in another. Blank nodes are similar to existential
 variables in the sense that they are anaphors within the same
 quantificational context only. Now, a blank node that receives
 different names in different query execution contexts obviously
 cannot be used for cross-site joins, so there it is.


It is worth emphasizing that none of the more straightfor-
 ward and better known query-decomposition strategies from the
 literature, such as theeven decomposition, so called in [21] as
 implemented in DARQ [23], and thestandard decompositionas
 implemented in implemented in FedX [13] solve this problem.


Exemplifying, the even decomposition will evaluate each
 triple pattern (from the globalquery, let’s call it) against ev-
 ery source thatmaycontain an answer for it (meaning that the
 RDF property from the triple pattern in question occurs in that
 source). For instance, the even decomposition will evaluate


both of the triple patterns?person lpv:politicalFn ?x
 and?x lpv:institution ?partyfrom the query in Lst.


1 separately against each of A and B. Collecting the solutions
 in separate tables, we have the answer sets in Figs. 6 and 7,
 where the identifiers for blank nodes have been given distinct
 subscriptscanddto signify that they are not to be treated as
 the same names. Now, as these tables do not join, the even dis-
 tribution produces no answer to the example query, not even the
 ones that derive from the same source. This time it comes down
 to the fact that query is split too finely.


Taking stock, these examples can be taken to show the fol-
 lowing: If answering a query involves joins on blank nodes,
 then the granularity of the decomposition of that query matters
 a great deal. If the query is split too finely, then answers from
 a single source may be lost due to the loss of join information
 linking the partial answers. If on the other hand the query is
 split too coarsely, then cross-site joins may be lost.


5. Properties of correct decompositions


Reasoning formally about federated evaluation of conjunc-
 tive SPARQL queries requires a minor amendment to the se-
 mantical apparatus introduced so far: when different portions
 of a query are directed to different SPARQL endpoints they
 are also evaluated in different execution contexts. According
 to the specfication they should therefore not share blank nodes
 between them. We need to make sure that this disjointness con-
 dition is properly maintained, which is why we introduce a pa-
 rametercinJPK


c


G as an explicit representation of a particular
 execution context. Mathematically, it is a relabeling function
 that ensures that for each execution context blank nodes are
 given identifiers that belong uniquely to that context. Solutions
 inJPK


c


Gwill accordingly be denotedµc, though the indexcmay
 be omitted when it is clear from context. See [3] for mathemat-
 ical details.


Going back to the example from the preceding section, the
 partition immediately below gives a decomposition of the query
 in Lst. 1 that produces a correct and complete answer.


P1:={?person lpv:politicalFunction ?x.,


?x lpv:institution ?party.}


P2:={?person a lpv:MEP.}


P3:={?party a lpv:EUParty.}


The reason that this decomposition succeeds where the stan-
 dard and even decompositions fail is first, that it groups to-
 gether those triple patterns that match a join on a blank node
 thus ensuring that joins on blank nodes are evaluated in a sin-
 gle execution context (P1). Secondly, all other triple patterns
 are shipped as singletons which preventscross-sitejoinsnotin-
 volving blank nodes from being lost (P2andP3).


As it happens, there is only one solutionµto the query in
 Lst. 1 over the sources in Figs. 1 and 2. The decomposition
 P1-P3corresponds to this solution, meaning that the join of the
 respective unions of evaluating each subquery over the source
 it is assigned to yields the only correct answer.
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(6)_:b1 :EE_France


"2014-07-01" lpv:NationalParty


:EvaJoly lpv:MEP


"2017-03-31"


_:b2 :EFA


rdf:type


lpv:politicalFn


lpv:politicalFn


rdf:type


lpv:end
 lpv:end


lpv:institution
 lpv:beginning


lpv:beginning
 lpv:institution


Figure 1: RDF source A


_:b1 :MP_Sweden


"2009-07-14" lpv:NationalParty


:CarlSchlyter lpv:MEP


"2014-06-30" lpv:EUParty


_:b2 :EFA


rdf:type


lpv:politicalFnlpv:politicalFn


rdf:type


lpv:end
 lpv:end
 lpv:beginning


lpv:beginning
 lpv:institution


rdf:type


Figure 2: RDF source B


_:b1 :EE_France :MP_Sweden _:b3


"2014-07-01" lpv:NationalParty "2009-07-14"


:EvaJoly lpv:MEP :CarlSchlyter


"2017-03-31" lpv:EUParty "2014-06-30"


_:b2 :EFA _:b4


rdf:type


lpv:politicalFnlpv:politicalFn


rdf:type


lpv:end
 lpv:end


lpv:institution
 lpv:beginning


lpv:beginning
 lpv:institution


rdf:type


rdf:type


rdf:type


lpv:politicalFnlpv:politicalFn


lpv:institution


lpv:beginning


lpv:beginning


lpv:end
 lpv:end


Figure 3: The union of sources A and B modulo renaming of blank nodes.


?person ?party
 :CarlSchlyter :EFA


Figure 4: Union of answers over A and B


?person ?party
 :EvaJoly :EFA
 :CarlSchlyter :EFA


Figure 5: Answer over the merge of A and B


?person ?x


:EvaJoly _:b1c


:EvaJoly _:b2c


Figure 6:?person lpv:politicalFn ?xover A


?x ?party


_:b1d :EE_France


_:b2d :EFA


Figure 7:?x lpv:institution ?partyover A.


In the general case that a query has more than one solution
 (‘having a solution’ should here be understood as having an
 answer in themergeof the contributing sources) different de-
 composition may be required. Indeed, it is not entirely obvious
 that there is a decomposition for every solution. The demon-
 stration that there is, relies on the concepts of ab-component
 and ab-connectedset:


Definition 5.1(b-connectedness). LetG,{a}be RDF graphs,
 then


1. {a}is b-connected


2. G∪ {a}isb-connected ifGisb-connected andGanda
 share a blank node.


◦
 Ab-componentis a subquery that matches a maximallyb-
 connected subgraph modulo some solutionµ:


Definition 5.2(b-component). Letµc ∈ JPK


c


m(G) and suppose
 Pi ⊆P. ThenPiis ab-component ofPrelative toµciffµc(Pi)
 is a maximalb-connected subset ofµc(P).


◦
 Note thatb-connected sets are RDF graphs, whereasb-components
 are SPARQL query patterns. Note also that subqueryPiis ab-
 componentrelative toa particular solutionµ. We shall say that
 µinducestheb-componentPi.


Now, letµcbe a solution toPin a graphGand let f(µc,P)
denote the set ofb-components ofPmoduloµc. Then f is a
6



(7)function and f(µc,P) partitionsP. Indeed f(µc,P) selects the
 partition that corresponds toµc.


Theorem 5.1. Let G := {Gi}i∈I be a set of sources of RDF
 graphs and letµc∈JPK


c


m(G). Put f(µc,P) :=P1, . . . ,Pk. Then
 there is a set{m, . . . ,n} ⊆I such that there is aµ0∈ JP1K


cm
 Gm ./


. . . ./JPkK


cn


Gn, for any distinct set of execution contexts cm, . . . ,cn,
 andµc(P) µ0(P).


Theorem 5.1 shows that if there is a solution to P in the
 merge of the RDF graphsG, then there is an equivalent solu-
 tion of formf(µc,P) that can be assembled byfederating Pover
 G. All these solutions are alphabetic variants of each other, ob-
 tained by substituting names of blank nodes for names of blank
 nodes. Moreover, the completeness theorem of [3] (Theorem
 7.1) shows thateverysolution obtained by federation has this
 form, i.e. is f(µc,P) for someµc.


The importance of this is that it allows us to assume that if a
 decomposition of a query, and thus by extension an evaluation
 tree, produces a solution at all, then it will have the property that
 exactly one subquery is evaluated over each RDF graph. Con-
 trapositively, if it is not of that form, and the blank nodes are
 properly distinguished by execution contexts, then it returns the
 empty solution. More specifically, the subqueries in f(µc,P)
 will be such that all joins on blank nodes arecontainedwithin
 them, meaning that blank nodes are never split between execu-
 tion contexts. One way of looking at this is to view blank nodes
 as indexes into sources: whenever two blank nodes can be iden-
 tified they must stem from the same source. Hence, if there is a
 legitimate join on a blank node then both arguments to that join
 can safely be assumed to be collocated.


For the purposes of formulating information preserving re-
 duction operators there is no reason to worry about decomposi-
 tions that return empty sets, and so if the conjunctive SPARQL
 query being evaluated is (W,P) then any distribution of it will
 be assumed to have the following form:


./


JPnK


cn
 Gn


./


. . .
 ./


JP2K


c2
 G2


JP1K


c1
 G1


Figure 8: The form of distributed evaluation trees.


For easy reference we extrapolate and name a pair of con-
 sequences of this demarcation of the set of eligible evaluation
 trees:


The separation assumption: None of the leaves in in a dis-
 tributed evaluation tree share blank nodes, and hence
 The idle join assumption: A blank node in join position can


not be, and never needs to be, combined with any solution
 from any other partial answer unless they are on the same
 path.


6. An abstract characterisation of reduction operators
 Intuitively a reduction operation, in the sense intended in
 the present paper, is an operation that can be applied to inter-
 mediate results to make them smaller, but without interfering
 with the semantics of the final result of the query. Stated in
 terms of evaluation trees, a reduction operator should be appli-
 cable to all the nodes of an evaluation tree, it should produce
 smaller nodes and it should preserve the semantics of the final
 answer up to some plausible notion of equivalence.


Moreover, the outputs of the reduction operator—we shall
 call them reduced sets (or, nodes, depending on context)—must
 be related in the correct manner. Specifically, root of the re-
 duced tree must be generated from the reduction of the leaves
 in a process that interleaves the join operation with the reduc-
 tion operation in the right manner. Definition 6.1 furnishes a
 reduced evaluation tree with the requisite recursive structure.


Definition 6.1(Reduced evaluation tree). Letobe an operation
 of typeo:T×A∗×A −→A. In practice, the first two argu-
 ments will always be fixed andowill consequently be treated as
 a one-place operationoΨi. ThereductΨo of an evaluation tree
 Ψ, is a tree (not necessarily an evaluation tree) derived fromΨ
 in the following manner:


Ωio=d f























oΨi(Ωi) ifΩiis a leaf


oΨi(Ωoj./Ωko) ifΩi= Ωj./Ωk


◦
 Some comments on this definition are perhaps called for:


the structure of Ψo does not merely mirror the join-structure
 of Ψ. Rather, each intermediate node in Ψo is generated by
 first computing theo-reduction of its left and right sub-trees,
 then joining the results, and then applying theo operation to
 the result of that. Consequently, a reduced evaluation tree is not
 in general itself an evaluation tree (though it might be).


The raison d’être behind this application pattern is mini-
 mality: we wish to make intermediate results as small as they
 can be by removing all information from a node that is redun-
 dant at that point in the evaluation tree. As it turns out, the
 join operator sometimes introduces new redundancies in cases
 where there are none in the join arguments. An example of
 this, studied more closely in section 7.1, is the operation of re-
 moving columns from an intermediate result once they are no
 longer required for joins: suppose for instance that each of two
 leaves share a variable ?x. Then no reduction operator should,
 on pain of unsoundness, be allowed to remove that column be-
 fore the join has been performed. But, ?xmay not be involved
 in joinsbeyondthis point, in which case it is safe to “garbage
 collect” it immediatelyafter, calling for a second application of
 the operation in question.


This application pattern is also the reason why a reduction
operator takes three and not two arguments: a tree, and index
andan answer set. When a reduction operator is applied in an
iterated fashion to the reduction of the left and right subtrees
of a nodeiin a treeΨ, then it isnotapplied toΩi ∈ Ψbut to
7



(8)a smaller (in the sense of Definition 6.2) set computed from it.


The second case of Definition 6.1 stipulates that this computa-
 tion is nevertheless determined by the indexiand the original
 tree Ψ. We shall usually suppress the reference to the treeΨ
 when it can be inferred from context, and write justoi.


Turning now to the question of what conditions it is rea-
 sonable to place on such an operator if it is to be apt to call
 it a reduction operator, the following two seem to have some
 intuitive traction: a reduction operator should reduce the size
 of intermediate results, not necessarily in all cases, but results
 should at least never grow bigger. Secondly, a reduction oper-
 ator should preserve the semantics of the final result of evalu-
 ation up to a suitable notion of equivalence. Given Definition
 6.1 what this must be taken to mean is that if a size-reducing
 operator is applied to a tree Ψin the iterated manner outlined
 by that definition, then the final result extracted (by projection,
 that is) from the root of the reduct Ψo should be the same as
 that extracted from the root ofΨup to some as yet unspecified
 notion of equivalence.


Definition 6.2(Reduction operation). Let≡be an equivalence
 relation on 2Σ. A functiono:T×A∗×A −→A is a reduction
 operation wrt.≡if it satisfies the following conditions wrt. any
 treeΨand any set of SPARQL variablesW:


Result equivalence: πW(Ω)≡πW(Ωo)


Shrinking: s(Ωio)≤s(Ωi) for anyi∈dom(Ψ), where


s(Ω)=d f























|Ω| × |dom(µ)|ifΩ,∅andµ∈Ω
 s(Ω)=0 otherwise.


◦
 The shrinking property is always entirely obvious and we usu-
 ally only mention it in passing.


7. Removing superfluous columns


As illustrated by Example 7.1, the variables in a SPARQL
 query can be classified into three groups: 1) join variables, 2)
 project variables and 3) pure existence requirements.


Example 7.1. Consider the query


SELECT ?x ?y WHERE {?x :p1 ?y. ?x :p2 ?z.}


Its graph pattern is illustrated in Fig. 9. The variables?x and


?y are obviously project variables, but only?x is a join variable.


The variable?z, on the other hand, is neither a project variable
 nor a join variable. It is merely a condition that requires that
 there be a :p2edge from the value of?x to some other entity in
 the data.


?y


?x


?z


:p1


:p2


Figure 9: The different types of query variables: blue = project, orange = pure
 existence requirement, underlined=join.


An existence requirement’s being pureshould be taken to
 mean that it is not also a project variable or a join variable—


after all, all variables express existence requirements. In other
 words, the set of pure existence requirements is disjoint from
 the other two. The latter two types may overlap though, since a
 join variable may be projected, but they are in general distinct.


The utility of this threefold classification consists in the fact
 that it expresses the different functions a variable may fulfill in
 the course of evaluating the query. This in turn provides a basis
 for analyzing the points at which the information that is bound
 to a variable is no longer necessary for computing the answer.


A pure existence condition expires, one might say, the mo-
 ment it has been applied, whereas a join variable, if it not also a
 project variable, expires after all the partial results in which that
 variable occurs have been combined. A project variable never
 expires. Expiration points, whenever they exist, can be used to
 reduce the size of intermediate result.


Ω


?x ?y ?z ?a


:s :s :t :d


:s _ :b1 :t :e


Ω2


?x ?z


:s :t


Ω1


?x ?y ?a


:s :s :d


:s _ :b1 :e
 Ω12


?y ?a


:s :d


_ :b1 :e
 Ω11


?x ?a


:s :d


:s :e


Figure 10: Live and expired variables


Consider the evaluation tree in Fig. 10. The conventions
 are as follows: the project column is marked in blue. A yellow
 cell indicates a point at which a variable islive, meaning that it
 is semantically irredundant at that point. White cells markidle
 positions, which are all positions occupied by a variable after it
 has expired.


For instance: variable ?a is live atΩ11 andΩ12 since the
 two sets join on this variable. It expires atΩ1after the compu-
 tation ofΩ11 ./Ω12since it does not occur in any other branch
 of the tree. Variable ?x, on the other hand, is live atΩ11 and
 Ω12like ?a, but it does not expire atΩ1sinceΩ2contains it too.


The variable ?zis a pure existence requirement. It is not used
8



(9)for joins, nor is it projected. Its only purpose is to constrain
 the generation of solutions by expressing a condition that eli-
 gible solutions must satisfy. It therefore never occupies a live
 position, which means that as soon as it has been applied it is al-
 ready redundant. Therefore, the corresponding columns can be
 removed from all intermediate results with impunity. Finally,
 variable ?yis a project variable. Since project variables rep-
 resent bindings that are explicitly requested by the query, it is
 never superfluous and never expires.


Moving towards a formalization of these intuitive remarks,
 the concept of a livejoinvariable is given by Definition 7.1:


Definition 7.1(Live join variables). LetΨbe an evaluation tree
 and letΩjbe any node inΨ. Then the live join variables at jin
 Ψis defined as:


J(Ψ,j)=dom(Ωj)∩X
 where X = S


idom(Ωi) for every i such thati and j are ≤-
 incomparable.


◦
 Applied to Fig. 10, Definition 7.1 outputs the yellow cells
 that are join variables. The remaining yellow cells are project
 variables. Hence,


Definition 7.2 (Live variables). ViΨ,W =d f (W ∩dom(Ωi))∪


J(Ψ,i). ◦


The superscripts onVwill be omitted when clear from con-
 text. Note that pure selection constraints such as ?zin Fig. 10
 are excluded by this definition, as they should be.


In general, an operation that removes columns from an an-
 swer set, henceforth called a truncation operation, can be de-
 fined in terms of projection.


Definition 7.3(Truncation). A truncation operation is a func-
 tionθ: A −→ A satisfying the condition thatθ(Ω)=πV(Ω)


for some set of variablesV. ◦


Definition 7.2 of live variables determines a natural trunca-
 tion operation.


Definition 7.4(Live variable truncation). LetΨbe an evalua-
 tion andΩi∈ΨandW ⊆dom(Ω). ThenτΨi =d f πVi.


◦
 The reader should keep in mind that the operationτΨi , since
 it is defined by Vi which in turn abbreviates ViΨ,W, is really
 parameterized by the project variables W. Mathematical rigor
 would require this to be explicit in the notation. However, since
 W is usually clear from context, or not essential to the argu-
 ment, it will henceforth be left implicit.


Example 7.2(τis not distributive). Consider the variable?a in
 Ω1= Ω11 ./Ω12in Fig. 10: it is in the domain ofπV11(Ω11)./


πV12(Ω12), yet it is not in the domain ofπV1(Ω1), since?a expires
 at 1. This goes to show that that τ is not distributive. That
 is, there are in general evaluation trees with intermediate sets
 Ωi= Ωj./Ωksuch that:


τΨj(Ωj)./ τΨk(Ωk),τΨi(Ωj./Ωk)


In these cases, the right hand side of the inequation always con-
 tains fewer variables than the left.


There are different ways to view this failure of distributiv-
 ity. On an abstract level, it means thatΨτ is not in general
 an evaluation tree as we have defined that latter concept. It
 is not an evaluation tree becauseτ-reduction, as stipulated by
 the second case of Definition 6.1, may compress the informa-
 tion contained in a join into a smaller, but from a logical point
 of view equally information-rich package. From an essentially
 equivalent bottom-up perspective, one might say rather, that the
 failure of distributivity reflects the fact that joins can introduce
 redundancies: variables that are live in each of the join argu-
 ments expire in the join itself.


No matter how one prefers to think about it, the property
 explains why the full reduction of an evaluation tree needs to
 be conceptualized as in Definition 6.1 with an iteration in the
 recursive case.


It remains to check that everything aligns correctly, i.e. that
 the definition ofτand the procedure stipulated by Definition
 6.1 combine to form a reduced tree with a root that is the same
 as the root of the original tree when truncated by the project
 variables. Lemma 7.1 and Lemma 7.2 give two jointly sufficient
 conditions for this.


Lemma 7.1(Stability). LetΨbe an evaluation tree andΩi =
 Ωj./Ωk∈Ψ. We haveπVi(πVj(Ωj)./ πVk(Ωk))=πVi(Ωj./Ωk)
 Proof. Letµ∈πVi(πVj(Ωj)./ πVk(Ωk)). Thenµ=πVi(πVj(µj)∪
 πVk(µk)) for some µj andµk. Projection distributes over set
 union soπVj∪Vk(µj∪µk)=πVj∪Vk(µj)∪πVj∪Vk(µk). It is imme-
 diate from the Definition 7.1 of live join variables (Vj∪Vk)∩
 dom(Ωj) =VjsoπVj∪Vk(µj)=πVj(µj) and similarly fork, and
 henceπVj∪Vk(µj∪µk)=πVj(µj)∪πVk(µk). It therefore suffices to
 show thatπVj∪Vk(µj∪µk)=πVi(πVj∪Vk(µj∪µk)), which in turn
 only requiresJ(i)⊆J(j)∪J(k). But it is an easy consequence of
 Definition 7.1 that the set of live joins is antitione in the height
 of a nodeΩi∈Ψ. Therefore, sinceiis above jandkit follows
 thatµ=πVi(µj∪µk). The converse direction is similar, so the
 proof is complete.


Lemma 7.2. LetΨbe a tree. Then for anyΩi ∈ Ψwe have
 Ωiτ=πVi(Ωi).


Proof. Proof proceeds by induction on the depth ofΨ. For the
 base case, supposed(Ψ)=0. ThenΨcontains only one node
 Ω, and that node is a leaf. By the first case of Definition 6.1
 we have thatΩτ=τΨ(Ω)=πV(Ω).


For the induction step, suppose that Ωi = Ωj ./ Ωk, and
 assume as induction hypothesis thatΩτj = πVj(Ωj) andΩkτ =
 πVk(Ωk). We want to show thatΩiτ=πVi(Ωj./Ωk). We have
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(10)Ωiτ=τΨi (Ωτj./Ωkτ) df.Ωτ


=τΨi (πVj(Ωj)./ πVk(Ωk)) by ind. hyp.


=πVi(πVj(Ωj)./ πVk(Ωk)) by def. ofτ


=πVi(Ωj./Ωk) by stability


The following corollary drips off immediately:


Corollary 7.3. For any evaluation treeΨand any W⊆dom(Ω)
 we have


πW(Ω)=πW(Ωτ)


Proof. Follows immediately from Lemma 7.2 and the fact that
 πV =πWis an idempotent operation.


In other words,τsatisfies the condition of result set equiva-
 lence, and since it obviously produces smaller intermediate re-
 sults, it is a reduction operator wrt. equality in accordance with
 Definition 6.2.


Corollary 7.4. τis a reduction operation.


Turning now to the size of intermediate results inΨτ, are
 the intermediate results as small as they can be without altering
 the final result? As it turns out, not necessarily. For a coun-
 terexample, consider the tree in Fig. 11. Assume thatW is the
 entire domain ofΩ. Then all variables in the leaves are live at
 those indices, from which it follows that the tree isτ-reduced.


Nevertheless, it is easy to see that in this particular tree one can
 remove the column ?z, as indicated by the shaded column, from
 Ω1without repercussions in the root—despite the fact that ?zis
 live at that point, and so will not be removed byτ.


Ω


?x ?y ?z ?a


:u :v :w :a


Ω2


?z ?a


:w :a


Ω1


?x ?y ?z


:u :v :w


Figure 11: The possibility of reduction beyond theτ-threshold


However, it seems clear that this example, in some as yet
 unspecified sense, exploits the distribution of data that is spe-
 cific to this particular tree. Another tree with the same join-
 structure and distribution of variables, may behave rather dif-
 ferently under the same operator.


Consider for instance the tree in Fig. 12. It is structurally
 similar to that of Fig. 11. If the ?zcolumn (which occupies
 the same position in this tree as in that of Fig. 11) is removed
 from this tree, indicated by the shaded column tagged out,
 then three solution are added toωmarked by the shaded rows


in


Ω


?x ?y ?z ?a


:u :v :w :a


:s :t :m :n


:u :v :m :n


:s :t :w :a


Ω2


?z ?a


:w :a


:m :n


Ω1


?x ?y ?z


:u :v :w


:s :t :p


out


Figure 12: Same operation, non-equal root.


taggedin. These additional rows are incorrect or unsound so-
 lutions. Therefore, the reason why ?z(i.e. its absence) does
 not interfere withω in Fig. 11 must be due to the particular
 distribution of values in that tree.


It seems reasonable to rule out such cases, since they require
 the data in different branches of the tree to be scanned and com-
 pared. In a federated setting this involves shipping data from
 one machine to another. But of course this defeats the purpose
 of reducing intermediate results to begin with. It seems reason-
 able, therefore, to require a truncation operator to be structural
 in the sense that it is not sensitive to the distribution of data in
 the tree, but only to its join-order and distribution of variables.


Formally:


Definition 7.5(Structural truncation operation). A truncation
 operationθis structural iff it holds for any pair of evaluation
 treesΨandΨ0that whenever both of the conditions below are
 satisfied


1. dom(Ψ) anddom(Ψ0) are isomorphic under
 2. dom(Ψ(i))=dom(Ψ0(i))


thendom(θ(Ψ(i)))=dom(θ(Ψ0(i))). Any pair of trees that satis-
 fies condition (1) and (2) will be said to bestructurally similar.


◦
 It is obvious thatτis structural in this sense.


Definition 7.5 suffices for a partial minimality result for
 column-reduced intermediate results: call a treeΨconjunctif
 every join in it is on one or more shared variables. That is, a
 tree is conjunct if it does not compute cartesian products. Then:


Theorem 7.5(Column minimality). Letθany structural trun-
 cation operation and letΨbe a conjunct evaluation tree. Then
 if for any nodeΩk ∈ Ψit holds that dom(Ωkθ) ⊂dom(Ωkτ)for
 some k∈dom(Ψ), thenθdoes not satisfy result equality.


Proof. It will be convenient to have a shorthand for talking
 about the properties of the relevant classes of answer sets: Hence-
 forth a?y7→:c,:v


:u


-set is an answer set with two solutionsµ:vand
 µ:ucorresponding to each row of the expression?y7→:c,:v


:u


. Each
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(11)row indicates a default value :v and possibly a binding e.g.


?y7→:c. For instance the upper row of?y7→:c,:v


:u


denotes a solu-
 tionµ:vthat maps all variables in its domain to the same RDF
 constant :v, except ?ywhich is mapped to the RDF constant :c.


Similarly:v


:u


denotes an answer set in whichµ:vmaps all of its
 variables to :vwhereasµ:u maps the same variables to :u. Fi-
 nally,−


:u


denotes an answer set with only one solutionµ:uthat
 maps every variable to :u.


Under the general assumption that the answer sets in ques-
 tions are not cartesian products, i.e. that they share one or more
 variables, the following general join patterns are all easily veri-
 fied:


1. the join of?y7→:c,:v


:u


-sets is a?y7→:c,:v


:u


-set.


2. the join of a?y7→:c,:v


:u


-set and a:v


:u


-set is a?y7→:c,:v


:u


-set if


?yis not shared.


3. the join of a?y7→:c,:v


:u


-set and a−


:u


-set is a−


:u


-set.


4. the join of a?y7→:c1,:v


:u


-set and a?y7→:c2,:v


:u


-set is a−


:u


-set
 whenever :c1 ,:c2.


5. the join of a−


:u


-set and a−


:u


-set is a−


:u


-set.


6. the join of a:v


:u


-set and a:v


:u


-set is a:v


:u


-set


?x ?y ?z ?u


:u :u :u :u


?y ?u


:c2 :v


:u :u


?x ?y ?z


:v :c1 :v


:u :u :u


Figure 13:?y7→:c


1,:v
 :u


./?y7→:c


2,:v
 :u


=−


:u


whenever :c1,:c2.


?x ?y ?z ?u


:u :u :u :u


?y ?u


:u :u


?x ?y ?z


:v :c :v


:u :u :u


Figure 14:?y7→:c,:v


:u


./−


:u


=−


:u


.


Figs. 13 and 14 illustrate the join patterns in item 4 and 3
 respectively.


Turning now to the proof proper, suppose that there is a
 structural truncation operatorθthat yields smaller intermediate
 results thanτ. That is, we suppose there is an evaluation tree
 ΨwithΩk ∈ Ψand ?y∈ dom(Ωkτ)\dom(Ωkθ) for a structural
 truncation operationθ.


We need to show on the basis of this assumption that there
 exists an evaluation treeΨ∗ with the property thatΨ∗andΨ∗θ
 yield different result sets modulo the stipulated projection vari-
 ablesW. This suffices to show thatθdoes not satisfy result set
 equivalence. The proof strategy is to construct a new treeΨ∗
 fromΨthat is populated with data in such a way that the final
 resultΩθofΨθis not equal to the final resultΩ∗θofΨ∗θ.


Letnbe the index of the lowest join on the variable ?yabove
 k inΨτ, n andk are not necessarily different. Thatn exists
 follows from the assumption that ?y ∈ dom(Ωkτ), which, since
 Ωkτ=πVk(Ωk) by Lemma 7.2 means that ?yis live atkand hence
 used in a joinabove k. The treeΨ∗is constructed as follows.


i) dom(Ψ∗)=dom(Ψτ)


ii) for every leafΩnm∈Ψτ/n1 letΩnm∗ ∈Ψ∗be a?y7→:cn1,:v


:u


-
 set if ?y ∈ Ωnmτ and a :v


:u


-set otherwise—in both cases
 with the same domain asΩnmτ .


iii) every leaf inΩnm ∈ Ψτ/n2 determines a leaf inΨ∗in a
 similar fashion to (ii), except that the binding is ?y7→:cn2.
 iv) for all other leaves inΩi ∈ Ψτ,Ωi∗is a?y7→:c


n2,:v
 :u


-set if
 Ωkτ∈Ψτ/n2 and a?y7→:c


n1,:v
 :u


-set otherwise.


Note that this construction ensures that Ψ andΨ∗ are struc-
 turally similar.


The following two observations are almost immediate: A)
 the root ofΨ∗/n1 is a?y7→:c


n1,:v
 :u


-set. This follows from:


• the fact that all leaves in the subtree rooted atn1 are either
 ?y7→:c


n1,:v
 :u


-sets or:v


:u


-sets by clause ii) of the construction


• join patterns 1 and 2 above, and


• the assumption thatΨand henceΨ∗is a conjunct tree
 B) The root ofΨ∗/n2 is a?y7→:c


n2,:v
 :u


-set for the same reason
 as A) with the appeal to ii) replaced by an appeal to iii).


Now, from A) and B) it follows in turn that the root ofΨ∗/n
 is a−


:u


-set, by one appeal to join pattern 4. Thus, since−


:u


-sets
 act as zeros for conjunct answer sets, by list item 3 and 5,−


:u





propagates to the top ofΨ∗makingΩ∗a−


:u


-set too. Sinceτis
 a reduction operation we have thatΩ∗θis a−


:u


-set, so the proof
 is now reduced to showing thatΩ∗θisnota−


:u


-set.


The treesΨ∗andΨare structurally similar by construction.


By the main supposition of the theorem ?y<dom(Ωkθ). Butθis
 structural sodom(Ωkθ)= dom(Ωk∗θ) and hence ?y <dom(Ωk∗θ).


Appealing to structure once more we have thatΩn∗is the lowest
join on ?yabovekinΨ∗θ, which means that ?yonce it is removed
11
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